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Abstract

Agile is nowadays one of the most-used software development approaches. To
gain the full benefit from adopting agile methods, software development teams
can choose to adopt agile methods on a custom-basis depending on the context
and defined criteria. Over the years, a vast amount of empirical studies aiming
to share adoption experiences and introduce the possibility to customize agile
methods has been published. Two key aspects in these studies are the goal-
orientation and the social aspect. Intuitively, a team adopts agile methods
because there are some things it wants to achieve. Once the team identifies the
right practices to achieve its goals, the adoption result highly depends on the
social factors, including the individuals, their interactions and collaborations.

In this thesis, we propose a socio-intentional framework for tailoring agile
methods that allows practitioners to analyze agile practices and to define the
right strategies for adopting them. The objective of our framework is to help
practitioners decide which agile practices to adopt based on what they want to
achieve and identify beforehand how team members should work together to
successfully adopt them.

To achieve this objective, we proceeded through four main contributions.
In the first contribution, we conducted a Systematic Literature Review (SLR)
to extract the motivation behind each agile method’s adoption and compared
it with the precepts given in the Agile Manifesto. The results show that the
Agile Manifesto is highly relevant to these motivations. We conclude that
the Agile Manifesto can be used as a criterion for practice selection. In the
second contribution, we made knowledge about agile practices adoption reusable
in a systematic manner by building an ontology. We started by conducting
another SLR to gather knowledge. Based on this, we have built and theoretically
validated our ontology. Finally, we conducted a survey with agile experts for
empirical validation. In the third contribution, we have built a user-friendly
tool that allows practitioners to get the information from the ontology easily.
In the last contribution, we proposed a methodology to analyze agile practices
on two different levels. The tactical level allows practitioners to decide what
agile practice they should adopt based on what they want to achieve and to
check the suitability of the selected practice(s) to the team’s situations. The
operational level allows practitioners to identify beforehand the vulnerabilities
in a practice adoption and define how to avoid or solve them. For each level, we
showed how to get the knowledge from our tool and to use modeling techniques
to ease the analyzing process. Finally, we showed how our framework can be
applied within a real software development team.
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Chapter 1

Introduction

This chapter introduces the whole thesis. It is organized as follows. Section
1.1 overviews the research context and the objectives of the thesis. Section
1.2 describes the research design we follow to achieve the objectives. Finally,
Section 1.3 provides the reading road-map of this thesis.

1.1 Research Context

In traditional software development, the software is developed in a sequential
process. It typically starts with requirements specification and ends with
product delivery. In user-intensive software development, to effectively deal
with quality expectations, change and risk management, and ensure that all
the requirements are satisfied, activities such as requirement gathering, design
and development, and testing become iterative and incremental. Among many
approaches introduced in the last two decades, there was the emergence of
agile methods [66] to offer alternatives to traditional approaches. The new
agile methodologies include eXtreme Programming (XP) [17], Feature-Driven
Development (FDD) [113], Dynamic Systems Development Method (DSDM)
[145], Crystal family [38], Scrum [136], etc. Each of these methodologies was
proposed with its own set of values, principles, and practices for practitioners
to follow. However, as there is no method that can be a one-size-fits-all, simply
choosing a particular agile methodology and following every rule is not an
efficient solution. Ideally, to avoid wasting efforts and resources on irrelevant
things, the software development team should adopt agile methods differently
according to context and criteria. For these reasons, agile methods tailoring has
gained a lot of interest in the agile community and it has always been actively
studied.

One among many aspects related to agile methods tailoring that have been
actively studied is the notion of goal [97, 56, 10, 139]. Intuitively, when software
development teams want to partially adopt agile methods — either from one
or a combination of methodologies — they should have in mind the objectives
they want to achieve after the adoption. According to John and Deborah [156],
there are different motivations behind agile methods adoption. Campanelli
and Parreiras [32] conducted a Systematic Literature Review (SLR) of agile
methods tailoring. Their results show that 42.9% of the papers use business
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goals as a criterion for agile practice selection. Alongside the business goals,
there is another group of researches that shows a strong influence of the Agile
Manifesto in choosing agile practices [100, 83, 9, 94]. According to Madi et al.
[100], knowing agile values is the key to follow the best set of practices as agile
values are fundamental. However, in practice, we have observed that many
software development teams decided to adopt agile methods without dedicating
any effort to understanding any agile value or principle [12, 16, 26, 48, 140].
Among 18 criteria for agile methods tailoring identified by the same SLR [32],
none of them is either an agile value or principle. As the relationship between
the Agile Manifesto and the practice is still very skeptical, a formal validation
for their relationship thus needs to be done.

Another aspect that is highly relevant and important to agile methods
tailoring is social. In the software development process, especially agile, the
individuals, the interactions and collaborations are the main factors in a suc-
cessful agile methods adoption. Van Kelle et al. [159] assessed 40 projects to
identify the success factors in an agile project. The results show that success (or
failure) cannot be determined by the project size, but rather the social factors.
Another similar finding from Eckstein [50] shows that most projects do not
fail due to technology, but rather social, organizational problems and a lack of
effective communication. Even though the social plays an important role in
the success of agile methods adoption, there are not many studies on the agile
methods tailoring that focus on this aspect. There are thus many problems and
limitations within these approaches that need to be addressed.

In any tailoring approach, knowledge is really important for the process to
analyze agile methods or practices. For instance, to select the right practice
that allows achieving targeted goals, we need to know the benefits of each
practice. After years of experience with agile methods, such information can be
vastly found in both academia and industrial knowledge bases. Many empirical
studies of agile methods adoption have been published to share the experiences
about agile practices/methods adoption, about customizing agile practices for
a given situation, and how to enable team members to collaborate efficiently,
etc. Even though this knowledge is very useful, it is however time-consuming to
collect and classify manually. It is the reason why many teams decide to adopt
a particular agile method or practice without considering any context-specific
factors. As a result, numerous similar agile adoption failures repeatedly happen.

In this research, we propose a socio-intentional framework for agile
methods tailoring that focuses on the intentional (why) and social (who)
dimensions. The framework targets precisely how team members work together
to successfully adopt the agile practice and to achieve their goals. In this
framework, we propose a methodology to analyze agile practices and to define
the right strategies for adopting them based on the team’s goals, its situations,
and dependencies between team members. Every step in the process of analyzing
an agile practice requires field information on the practice. To help practitioners
get such information efficiently, we created a user-friendly tool which can provide
the needed information. This tool was created on the basis of the agile practice
adoption experiences found in the literature. With the information provided
by the tool, we believe that the analysis should be done by means of graphical
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models. The model provides a graphical illustration of the basic concepts
and their relations that is easy to grasp even for non-experts on the modeling
languages [142]. Models have been used to visualize, to communicate, and to
better understand a system-to-be-built [24]. In our framework, we thus use
a suitable modeling framework to ease the analyzing process. This modeling
framework allows practitioners to visualize the relevant information about agile
practice adoption reported in the literature in goal and social perspective. For
instance, the goals we can achieve by adopting a practice, how team members
should work collaboratively in a given situation for successful adoption, what
problems are caused by team members, how to solve the problems, etc.

1.2 Research Design

In this section, we describe the research paradigm we follow to achieve the
objectives of the thesis.

According to Hevner and March [73], two paradigms characterize much
of the research in the Information Systems discipline: behavioral science and
design science. While the goal of the former paradigm is the truth, the latter’s
is the utility. The behavioral-science paradigm has its roots in natural science
research methods, which are used to develop and justify theories that explain or
predict organizational and human phenomena surrounding the analysis, design,
implementation, management, and use of information systems. Studies in
behavioral science develop sets of concepts or specialized language with which
we characterize phenomena. The results from these studies are used in higher-
order constructions - such as laws, models, and theories - that make claims
about the nature of reality [102]. On the other hand, design science attempts
to create things that serve human purposes. Design science research cycle is
fundamentally a problem-solving paradigm that is used to create and evaluate
IT artifacts, which were created to solve identified organizational problems
[102]. It seeks to create innovations that define the ideas, practices, technical
capabilities, and products, through which the analysis, design, implementation,
management, and use of information systems can be effectively and efficiently
accomplished [47, 157].

As the objective of the thesis is to propose a framework to solve problems
with the help of a tool, we thus follow the design science paradigm.

1.2.1 Design Science Research Paradigm

Hevner and March [73] provides seven guidelines as requirements for an effective
design science research:

• Problem Relevance: design science research aims to acquire knowledge
and understanding that enable the development and implementation of
technology-based solutions to heretofore unsolved and important business
problems;

• Research Rigor: design science research relies upon the application of
rigorous methods in both the construction and evaluation of the design
artifact;

5



Introduction

• Design as an Artifact: design science research must produce a viable
artifact. IT artifacts are broadly defined as constructs (vocabulary and
symbols), models (abstractions and representations), methods (algorithms
and practices), and instantiations (implemented and prototype systems);

• Design Evaluation: the utility, quality, and efficacy of a design artifact
must be rigorously demonstrated via well-executed evaluation methods;

• Research Contributions: effective design science research must provide
clear and verifiable contributions in the areas of the design artifact, design
foundations, and/or design methodologies;

• Design as a Search: the search for an effective artifact requires utilizing
available process means to reach desired ends, while satisfying laws in the
problem environment;

• Communication of research: design science research must be presented
effectively both to technology-oriented as well as management-oriented
audiences.

According to Hevner and Marchn [73], these seven guidelines are meant
to assist the understanding of the requirements for effective design science
research. They are however not mandatory and we must use our creative skills
and judgment to determine when, where, and how to apply each criterion of the
guidelines in a specific research project. Based on these guidelines, our work in
this thesis can be summarized as in Table 1.1.

In the following sections, we describe what have been done answering the
requirements of the design science.

1.2.1.1 Problem Relevance

The main purpose of the thesis is to address the lack of a socio-intentional
framework that can efficiently help agile practitioners analyze agile practice
and prepare for successful adoption. Within this work, three sub-problems are
addressed:

1. PR1 - Lack of verification about the relationship between the Agile Mani-
festo and agile practice selection: in the topic of agile methods tailoring,
many approaches have been proposed based on the Agile Manifesto (agile
values and/or principles) [9, 18, 77, 83, 94, 100, 138]. Although the re-
lationship between the Agile Manifesto and practice has been discussed
in many researches, to the best of our knowledge, there is no formal
verification on this matter yet. In addition, we have observed that many
practitioners do not see the importance of the Agile Manifesto. In practice,
development teams do not dedicate sufficient effort to understand agile
values or principles before adopting agile methods [12, 16, 26, 48, 140].
This behavior coincides with one of the Agile Manifesto authors, Dave
Thomas, [154], who claimed that “Agile is Dead”. The lack of a formal ver-
ification leaves us questioning whether understanding the Agile Manifesto
has any influence on choosing the right agile practice;
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Table 1.1 Summary of research work based on seven guidelines for Design science
research.

Seven Guidelines
for Design Science

Research Work

Problem Relevance - PR1: lack of verification about the relationship between
the Agile Manifesto and agile practice selection;
- PR2: lack of a system to recycle agile practice adoption
experiences;
- PR3: lack of a socio-intentional framework for agile
methods tailoring.

Research Rigor - RR1: conduct an SLR to study and verify the relation-
ships between the Agile Manifesto and agile practices
selection;
- RR2: conduct another SLR to gather important knowl-
edge related to agile practice adoption and then build
an evidence-based ontology and a Graphic User Interface
(GUI) tool;
- RR3: propose a framework with a well-defined method-
ology to analyze agile practice and an illustrative example
that allows justifying the framework applicability.

Design as an Artifact - DA1: an ontology to describe entities, attributes, and
relationships among knowledge concepts about agile prac-
tice adoption;
- DA2: a GUI tool to help practitioners accessing the
inserted knowledge with ease.

Design Evaluation - DE1: validate ontology both theoretical (corpus-based)
and empirical (survey) approaches;
- DE2: evaluate the usability of the tool using survey;

Research Contribu-
tions

- RC1: a formal verification that Agile Manifesto is very
important for practice selection;
- RC2: a qualified evidence-based tool that can efficiently
and effectively help agile practitioners understanding agile
practices;
- RC3: a socio-intentional framework that explains how to
analyze agile practice and prepare for successful adoption,
with the help of a tool and a modeling language.

Design as a Search - DS1: our ontology contains enough knowledge to help
practitioners understand the agile practices. It yet needs
to be expanded using data from both the literature and
more real-life case studies;
- DS2: our tool is good enough in providing the infor-
mation. It however needs to be improved and developed
both usability and functionality;
- DS3: our framework is proved to be applicable in real-life
projects but we still need an empirical study to validate
the framework.
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Communication of re-
search

- CR1: the verification of the relationship between the
Agile Manifesto and agile practices selection can encourage
practitioners to have a deep understanding of the Agile
Manifesto before their adoption. It also provides a clear-
cut validation on the relationship which can be used in
future research, rather than an assumption;
- CR2: the ontology and the tool allow practitioners to
quickly understand agile practice adoption. They can also
help the researchers know how to create an ontology to
recycle and to share knowledge;
- CR3: the framework allows practitioners to gain knowl-
edge as a big picture and plan for successful adoption. It
provides a clearer understating of the socio-intentional
aspect of agile methods tailoring for both practitioners
and researchers.

2. PR2 - Lack of a system to recycle agile practice adoption experiences:
over the years, countless experiences about the agile methods or practice
adoptions have been shared in the literature. These experiences should
be helpful for practitioners in understanding agile practices on a deeper
level and allow them to prepare for the successful adoption. As this
knowledge is unstructured, it thus requires lots of effort and time to
locate relevant information. To make the knowledge more accessible,
Esfahani & Yu [58] gathered information about (1) the goals that can be
achieved by a practice and (2) the requisites required for its adoption, and
store in a repository. Even though the repository can help practitioners
understand two concerns related to agile practices (goal and requisite),
many remaining concerns need to be recycled in a systematic manner;

3. PR3 - Lack of a socio-intentional framework for agile methods tailoring:
Even though humans and their interaction are known as one of the
foundations in agile methods, there are not many researches that focus
on the social aspect within their tailoring process. To the best of our
knowledge, there are only two researches that advocate the use of socio-
intentional modeling techniques to depict social aspects of agile methods
[56, 59]. The former research [56] shows the advantage of modeling social
aspects, it however does not provide a clear methodology of how to
build the models and how to use these models effectively to analyze agile
practice. The latter research [59] proposed a methodology for tailoring
agile methods, it however only focuses only on the goal aspect.

1.2.1.2 Research Rigor

Our research objective can be achieved by solving the above-mentioned problems,
using well-defined research protocols.

1. RR1 - To study and verify the relationships between the Agile Manifesto
(value and principle) and agile practices selection, we conducted an SLR
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by following the approach described by Kitchenham and Charters [82]. We
extracted problems, expectations, and the benefits which are the reasons
behind agile methods or practice selection from the selected articles. We
then compared these problems, expectations, and benefits with the agile
values and principles. The results from the comparisons allow us to
formally confirm the relationship between the Agile Manifesto and agile
practice selection;

2. RR2 - To recycle the knowledge in a systematic manner, we started
by conducting another SLR by following the same approach [82]. We
exhaustively gathered all the necessary information related to the agile
practice adoption, based on experiences reported in research papers. Using
the collected knowledge, we then created an ontology by basically following
the methodology proposed in [109]. Finally, we validated the ontology to
ensure that all concepts and relationships correctly represent the purpose
for which it was created. We opted for two validation techniques: (1)
corpus-based approach [21] and (2) a survey with agile experts;

3. RR4 - To propose a new socio-intentional framework for agile methods
tailoring, we defined a methodology that focuses on both the why and who
dimensions. With our well-defined set of steps, practitioners can define
the right strategies to achieve their goal, know how to coordinate the
activities of the various actors and how they depend on each other. To be
efficient, we also included how to get the knowledge from our tool, how to
visualize them in models and how to analyze the result in every step of
the methodology. To prove that our framework is applicable in real-life
projects, we applied it to a real case as an illustrative example.

1.2.1.3 Design as an Artifact

We built two artifacts to solve the addressed problems.

1. DA1 - An efficient solution to recycle the experiences of agile practices
adoption would be an approach that allows us to describe the knowledge in
a way that can be systematically reusable. In this thesis, ontology is the key
to our solution. The notion of ontology refers to a consensus that defines
the entity, attribute, and relationship among knowledge concepts within
a specific domain using explicit descriptions and specifications in an inter-
operable format and understandable by both humans and machines [35, 52].
Ontologies have been widely used to represent empirical knowledge in a
structured manner. They allow sharing, reusing, and supporting decision
making [36, 124, 34]. The notion and advantages of ontology make it a
prominent solution to recycle agile practice adoption knowledge;

2. DA2 - Using an available tool to retrieve data placed within the ontology
requires some preliminary knowledge. For user convenience, we thus
created a GUI tool using Python programming language, named “OBAMA
- Ontology-Based tool for Agile Methods Adoption”. Our tool is in a
notebook-style where each page serves for a functionality. It can answer
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15 concerns related to agile practice adoption. Users can choose to see
all the information related to the agile practice adoption that we have
inserted, and also filter for the relevant information by describing their
adoption goals, and team’s situations.

1.2.1.4 Design Evaluation

There is no way to evaluate the result of an SLR, but we ensure the quality of
the results by addressing the threat to the validity as much as possible. The
remaining parts that need to be evaluated are ontology, tool, and the framework.

1. DE1 - Among many approaches to evaluate an ontology [27, 28, 122, 125],
we chose to follow Rao and Lila’s assessment part of their framework [125].
Their assessment part is the most suitable for our case due to its similarity
to the methodology we used for our ontology creation. Inspired by their
assessment part, three aspects were formulated to validate our ontology
(1) Are the concepts and/or relationships in the ontology used to answer
all concerns and vice versa? (2) Are all the concerns relevant? and (3) Are
the answers to the concerns correct? As our ontology is created based on a
text corpus of the domain, i.e., scientific research papers on agile practice
adoption, we validate the first aspect using the corpus-based approach.
For the other two aspects, we validate using a survey to directly get the
answers from agile experts;

2. DE2 - Using the same survey, we also evaluated our tool with nine
questions related to its usability in providing the information and helping
practitioners finding the right agile practices for adoption.

1.2.1.5 Research Contributions

In this thesis, three main contributions were made to solve the targeted problem:

1. RC1 - The results from our first SLR allow us to understand how the
Agile Manifesto has been discussed in tailored agile methods adoption
and to verify whether agile practices selection can be related to agile
values or principles defined in the Agile Manifesto. The result shows that
development teams have lost attention on the Agile Manifesto, having less
than half of them mentioned the Agile Manifesto. On the contrary, by
comparing the 4 values and 12 principles of the Agile Manifesto with the
team’s problems, expectations, and benefits extracted from the literature,
at least 80% of them can be mapped to each other. This result allows
us to verify that the Agile Manifesto is highly relevant to the reasons
behind the agile adoption. As it still covers fundamental aspects of any
agile methodology, it is important for the team to understand the Agile
Manifesto before adopting agile methods;

2. RC2 - We have built a qualified evidence-based tool that can efficiently
and effectively help agile practitioners understanding agile practices. By
conducting another SLR, we exhaustively extracted 86 case studies on
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agile practice adoption. Using these case studies, we created an ontology
to support knowledge representation about agile practice adoption. In
addition, we added seventeen inference rules to systematically discover
more relationships among concepts in the ontology. After that, we theoret-
ically validated our ontology by following the corpus-based approach [21].
The result shows that our ontology represents accurately the information
related to the agile practice adoption with minimum refinement for any
unseen knowledge in the future. We then created a user-friendly tool using
Python programming language before we validated both ontology and
tool using a survey. The results from our survey show that our ontology
and tool can provide the information efficiently, effectively and it helps a
team decide if they should adopt a practice. Even though our tool cannot
fully satisfy experts, yet they agree that it is good enough to serve our
purpose;

3. RC3 - We have defined a clear methodology for agile methods tailoring
that consists of two levels. Tactical level allows practitioners to (1) identify
the best practices to adopt based on their goals and (2) check the suitability
of a team based on their situations. Operational level allows the team
to identify (1) the vulnerabilities during the practice adoption caused by
team members, (2) possible problems based on the experiences, and (3)
solutions to avoid the vulnerabilities and solve the problems. In every
step of this framework, we explain how practitioners can use our tool to
get the information and then visualize them in models to facilitate the
analyzing processes.

1.2.1.6 Design as a Search

While our defined objectives have been achieved with both theoretical and
empirical validations, some improvements are still possible.

1. DS1 - Our ontology model and knowledge always need to be expanded
using data from both the literature and real-life case studies. In the first
SLR that we conducted, we collected data related to only the five most
commonly used practices. This amount is still very small compared to
the number of existing agile practices. Apart from the literature, the
ontology does not include any case study in real life. We believe that
there is valuable knowledge that can only be extracted by observation;

2. DS2 - There are parts of the tool that need to be improved and developed
in both usability and functionality. For instance, in the current version
of our tool, users can get the information only by selecting the concerns
they are interested in. A more sophisticated tool would allow users to
switch easily from one concept or concern to another. Also, when users
want to learn more about the source of the information, they should be
able to reach them within a simple click. More than that, a complete tool
would allow the users to encode new knowledge easily and to evaluate the
reliability of the existing knowledge;
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3. DS3 - Our framework is dedicated to only the planning part by focusing
on how to prepare a team before agile practice adoption, while there
should also include the evaluation process to further check the adoption
success. Our framework also lacks a study with the real team that allows
validating how helpful this framework is for the team in adopting agile
practices. We need empirical validation for instance by an exploratory
study to validate our framework.

1.2.1.7 Communication of Research

The contributions of our research are beneficial for both practitioners and
researchers.

1. CR1 - The verification of the relationship between the Agile Manifesto
and agile practices selection encourages practitioners to have a deeper
understanding of the Agile Manifesto before their adoption. It explains
why the Agile Manifesto is important by showing how it can help maximize
the team’s expectations and, eventually the benefits of agile adoption. For
the researcher, these results provide a clear-cut validation on the relation
between the Agile Manifesto and agile practices, instead of being just an
assumption or belief. This validation can be used as evidence to propose
any approach or framework that can help improve agile practice adoption;

2. CR2 - The ontology and tool allow practitioners to quickly learn about
useful concepts related to agile practices and their relationships. The
information provided by the tool can help (1) the team to find the right
practices suitable for the team and (2) understand how to avoid the risk
during adoption. Researchers can use it to discover or/and understand
different aspects of agile practice adoption. They can also learn how to
use ontology as an effective solution to recycle and to share knowledge
among practitioners in a structured and exploitable way;

3. CR3 - This framework emphasizes an important perspective in the agile
methods tailoring by combing the social with the goal aspect together.
By following our framework, the practitioners can understand how to
collaboratively work together and also the motivations and rationale
behind their activities. At the same time, the practitioners can make
good use of the agile practice adoption experiences which can be found in
the literature. This framework also shows the researchers the advantages
of using the diagram to visualize the information to ease the analyzing
process.

1.3 Reading Roadmap

This thesis consists of four parts and nine chapters. Figure 1.1 provides the
structure and reading roadmap of the thesis. Under the title of each chapter, we
list what we addressed in that chapter based on the seven guidelines of design
science, followed by the name of the conference in which the content of the
chapter is published or under reviewed.
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Structure of the Thesis 

 

Part I: Introduction 

Chapter 1: Introduction 

 

Part II: State of the art 

Chapter 2: Agile Software Development – an overview 

Chapter 3: Agile Methods Tailoring – an overview 

Chapter 4: Socio-Intentional Modeling Framework – an overview 

 

Part III: Social-Intentional Framework for Agile Methods Tailoring 

Chapter 5: Agile Manifesto and Practices Selection - a Systematic Literature Review 

PR1, RR1, RC1, CR1 - PROFES 2018 

Chapter 6: Ontology Model for Agile Knowledge Representation 

PR2, RR2, DA1, DE1, RC2, DS1, CR2 - XP 2019, Expert System with Application Journal (Under Review) 

Chapter 7: Building an Ontology-Based tool for Agile Methods Adoption 

PR2, RR2, DA2, DE2, RC2, DS2, CR2 - XP 2019, Expert System with Application Journal (Under Review) 

Chapter 8: Towards a Systematic Socio-Intentional Framework for Agile Methods Tailoring 

PR3, RR3, RC3, DS3, CR3 – ICSOFT 2017, IEEE-CBI 2021  

  

Part IV: Conclusions 

Chapter 9: Conclusion 

 

Fig. 1.1 Thesis reading roadmap.

The second part of this thesis provides a general literature review; Chapter
2 provides the background of agile software development methodologies and an
overview of the current most commonly used agile methodologies, Chapter 3
provides a basic review of different approaches for software methods tailoring
in general and particularly for agile methods. In Chapter 4, we review some
modeling frameworks related to either goal or social dimension. The purpose of
each chapter in this first part is to develop a general overview and understanding
of the subject without relating each element of theory to a specific scientific
contribution of the thesis.

The third part of this thesis is built as a set of individual contributions
presented individually from Chapter 5 to Chapter 8. In each chapter, the
specific context, related work, contributions, research protocol, and the result
are discussed within the chapter themselves.
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Chapter 5 aims at understanding how has the Agile Manifesto and its
importance been discussed in tailored agile methods adoption. It also aims at
verifying whether the Agile Manifesto and agile practices selection are related.
In this chapter, we explain how we conducted the SLR, including details on
research questions, search strategy, and data extraction. After, we present the
results of our literature review, followed by the threads to validity. Finally, we
summarize a conclusion and findings.

Chapter 6 aims at building a valid ontology that allows to systematically
recycle the knowledge about agile practices adoption found in the literature. In
this chapter, we describe how we conducted another SLR to gather knowledge
from the literature. We then explain how we built and theoretically validated
the ontology. Finally, we describe how we conducted the survey to empirically
validate the ontology with the results.

Chapter 7 aims at building a user-friendly tool that allows practitioners to
efficiently retrieve the knowledge from the ontology. We start by explaining
the importance of a user-friendly tool and giving general information about
the techniques needed for the development. We then explain in detail each
important component needed for developing the tool. Finally, we explain how
we evaluated our tool with agile experts using a survey.

Chapter 8 aims at proposing a socio-intentional framework for agile methods
tailoring with the help of our tool and modeling techniques. We start by
explaining how to find the right modeling technique to represent the knowledge
of agile methods adoption. We then describe the methodology for tailoring the
agile methods. Finally, we use a case of a real software development team as an
illustrative example to demonstrate how our framework is applied in real life.

Chapter 9 concludes the thesis by discussing the contributions, limitations,
and the future works.
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Chapter 2

Agile Software Development

In the early software development era, software was developed sequentially by
following the methodology called the waterfall model. This methodology was
described as a set of phases where each of them can be started only when the
previous one is completely done and the delivering phase is put at the very
end of the development. This kind of process is too rigid and too risky for
today’s user-intensive software development. The Agile movement has emerged
to effectively deal with quality expectations, to ensure that the software is
solving the right problems, and to be able to deal with immediate changes in
the requirements.

This chapter provides an introduction to agile software development, its
foundation, and some popular agile methodologies. This chapter is structured
as follows. Section 2.1 exposes the foundation of agile methodologies called the
Agile Manifesto. Section 2.2 describes some of the most popular agile method-
ologies based on the most recent survey, such as Scrum, eXtreme Programming
(XP), Kanban, etc. Finally, we conclude the chapter in Section 2.3.

2.1 Foundation of Agile Methodologies

Since the emergence of software in the 1950s, various software development
methodologies have been proposed. They aim to reduce cost and to meet users’
needs with an adequate level of quality. Among the methodologies which were
proposed at the earlier time, also known as traditional methodologies, Waterfall
[128], V-model [64], Spiral model [22], Rapid Application Development (RAD)
[103] and Rational Unified Process (RUP) [88] can be considered as the popular
ones. These methodologies are characterized as plan-driven, document-oriented,
process-oriented, and based on formal communication [4, 92, 119, 143]. In
other words, in these methodologies, the software is built using a pre-defined
and existing plan. These methodologies work well when the requirements are
complete and stable. However, they do not respond well to user-intensive
software where the requirements are likely to evolve.

To avoid the problems of the traditional methodologies, practitioners started
mixing old and new ideas to create new methodologies that worked in a given
situation of their teams. These methodologies emphasized close collaboration
between the Development Team and business stakeholders; frequent delivery of
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business value, tight, self-organizing teams; and smart ways to craft, confirm,
and deliver code. These new methodologies were known as Agile and they were
created before 2001. It includes eXtreme Programming (XP) [17], Scrum [136],
Dynamic Systems Development Method (DSDM) [144], Adaptive Software
Development (ASD) [74], Crystal [39], Feature-Driven Development (FDD)
[114] and Pragmatic Programming [153].

To find the consistency and give a canvas to these agile methodologies, 17
representatives of these methodologies met at Snowbird in Utah in 2001. The
purpose of this meeting was to discuss and establish a common ground for an
alternative to the structured and traditional heavy software development life
cycles. What emerged from the meeting was a manifesto for Agile Software
Development, commonly known as the Agile Manifesto1 and the creation of the
Agile Alliance as a guiding force for agile practitioners.

In this manifesto, four values and twelves principles were defined, making
Agile a value and principle based rather than rule-based movement [66, 63].

2.1.1 Agile Values

The Agile Manifesto [66] states that, with an agile mindset, items on the left
ought to be valued more than items on the right, i.e., Individuals and interactions
(left item) over processes and tools (right item). However, those values are the
preferences, not the alternatives, and we should not undervalue the latter either.
Exploring each of these values will help in gaining knowledge of the agile process
philosophy while exposing how applying the philosophy to define methodologies
will enhance software development, aligning it with today’s volatile markets.
These four agile values include:

1. Individuals and interactions over processes and tools: individuals are
more flexible and responsive to changes while processes are rigid and
scheduled. The key to a good workflow and a high-quality product are
teamwork, communication, and collaboration;

2. Working software over comprehensive documentation: one of the big
differences between Agile and Heavyweight is the amount of the document
produced during the development [150]. Documentation should only be
needed in very few and specific instances, and if a software works well,
there is no need for documentation;

3. Customer collaboration over contract negotiation: it is fundamental
in agile that methodologies to have a close collaboration between the team
and their customer to understand exactly what they need. Negotiating a
contract makes the process inflexible;

4. Responding to change over following a plan: the benefits of having a
plan are not questioned, but more importantly the ability to adapt to the
rapidly changing environment and requirement.

1http://agilemanifesto.org/
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2.1.2 Agile Principles

The Agile Manifesto [66] documented 12 principles to guide the team and
manager rather than following pre-defined rules. Diebold and Zehler [49]
defined agile principles as the high-level ideas behind agile software development
as refinements of the core values defined in the Agile Manifesto. The role of
the principles was described as a bridge that narrows the gap between the
abstract general values and detailed specific practices [79, 99]. These twelves
agile principles include:

1. Our highest priority is to satisfy the customer through early and continuous
delivery of valuable software;

2. Welcome changing requirements, even late in development. Agile processes
harness change for the customer’s competitive advantage;

3. Deliver working software frequently, from a couple of weeks to a couple of
months, with a preference to the shorter timescale;

4. Business people and developers must work together daily throughout the
project;

5. Build projects around motivated individuals. Give them the environment
and support they need, and trust them to get the job done.;

6. The most efficient and effective methodology for conveying information to
and within a Development Team is a face-to-face conversation;

7. Working software is the primary measure of progress;

8. Agile processes promote sustainable development. The sponsors, develop-
ers, and users should be able to maintain a constant pace indefinitely;

9. Continuous attention to technical excellence and good design enhances
agility;

10. Simplicity, the art of maximizing the amount of work not done is essential;

11. The best architectures, requirements, and designs emerge from self-
organizing teams;

12. At regular intervals, the team reflects on how to become more effective,
then tunes and adjusts its behavior accordingly.

2.2 Overview of the main Agile Methodologies

The popularity of agile methodologies is constantly increasing to offer flexible
software development. Over the last two decades, many agile methodologies
have been proposed with their set of values, principles, and practices to meet
specific requirements and contexts. For instance, Scrum is proposed to put
more focus on project management organization, while XP is designed to be
more responsive to customer requirement changes [105].
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According to the 13th survey report conducted by the VersionOne in 2019
[161], the most commonly used agile methodologies include: Scrum, Extreme
Programming (XP), Scrumban, Kanban, Lean, and the combinations of these
methodologies (see Figure 2.1). In the following sections, we describe these
methodologies individually. We also show the relationships between the Agile
Manifesto and each agile methodology. This relationship is the result of mapping
between the values and principles of each methodology with those defined in
the Agile Manifesto.

Agile Methodologies Used 
Scrum and Scrum/XP Hybrid (64%) continue to be the most common agile methodologies used by respondents’ organizations. 

AGILE METHODS AND PRACTICES 

54%
SCRUM

14%
OTHER/
HYBRID/

MULTIPLE 

8%
SCRUMBAN

10%
SCRUM/

XP HYBRID 

5%
KANBAN 

3%
ITERATIVE DEVELOPMENT

2%
LEAN STARTUP

1%
EXTREME

PROGRAMMING (XP)

3%
DON’T KNOW
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Notable changes in agile techniques and practices that respondents said their organization uses were Release planning (57% 

this year compared to 67% last year) and Dedicated customer/product owner (57% this year compared to 63% last year).
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Fig. 2.1 Most used agile methodologies based on VersionOne’s 13th survey (from
[161])

2.2.1 Scrum

Scrum was first introduced by Schwaber in an article in 1996 [134]. But only until
2002 that the methodology was fully described in a book written by Schwaber
and Beedle [136]. Scrum is a process framework to deliver products with the
highest possible value and handle complex problems or situations. Bogojevi’c
[23] defined Scrum as a lightweight software development process having a
cross-functional team who develop as much quality software as possible within
a series of short time boxes called “Sprints”, which last about a month. Scrum
is characterized by short, intensive, daily meetings of software development
stakeholders. Compared to other agile methodologies, Scrum focuses on project
management rather than technical practices.

Scrum was originally created with only practices. Later on, some authors
defined its values and principles based on experiences. According to Sutherland
and Schwaber [151], Scrum is founded on empirical process control theory or
empiricism, where the knowledge comes from experience and making decisions
based on what is known. The empiricism theory is supported by three pillars:
transparency, inspection, and adaptation.
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2.2.1.1 Scrum values

The three pillars that support empiricism can come to life when five Scrum
values are embodied and lived by the Scrum team. These five values include:
commitment, courage, focus, openness and respect. Agile Alliance [8] explains
each value as follows:

• Commitment: team members personally commit to achieving team goals;

• Courage: team members do the right thing and work on tough problems;

• Focus: concentrate on the work identified for the sprint and goals of the
team;

• Openness: team members and stakeholders are open about the works and
challenges that the team encounters;

• Respect: team members respect each other to be capable and independent.

2.2.1.2 Scrum Principles

Agile Alliance [8] also provides the agile team with three principles underpinning
the empirical nature of Scrum with the brief description as follows:

• Transparency: the team must work in an environment where everyone is
aware of what issues other team members are running into. Teams surface
issues within the organization, often ones that have been there for a long
time that get in the way of the team’s success;

• Inspection: frequent inspection points were put into the framework to
allow the team an opportunity to reflect on how the process is working.
These inspection points include the Daily Scrum meeting and the Sprint
Review Meeting;

• Adaptation: the team constantly investigates how things are going and
revises those items that do not seem to make sense.

Another group called Scrum Study [137] also defines extra six principles as
follows:

• Empirical Process Control: this principle emphasizes the core philosophy
of Scrum based on the three main ideas of transparency, inspection, and
adaptation;

• Self-organization: this principle focuses on today’s workers who deliver sig-
nificantly greater value when self-organized and this results in better team
buy-in and shared ownership, and an innovative and creative environment
which is more conducive to growth;

• Collaboration: this principle focuses on the three core dimensions related
to collaborative work: awareness, articulation, and appropriation. It also
advocates project management as a shared value-creation process with
teams working and interacting together to deliver the greatest value;
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Table 2.1 Mapping Scrum values and principles with the Agile Manifesto

Agile Manifesto Scrum
Values

- Individuals and interactions over processes and
tools

Commitment, Courage,
Respect

- Working software over comprehensive documenta-
tion

Focus

- Customer collaboration over contract negotiation Openness
Principles

- Our highest priority is to satisfy the customer
through early and continuous delivery of valuable
software

Value-based prioritization

- Deliver working software frequently Time-boxing, Iterative
Development

- Business people and developers must work together
daily throughout the project

Transparency, Collabora-
tion

- Build projects around motivated individuals Self-organization
- The most efficient and effective methodology of
conveying information to and within a Development
Team is face-to-face conversation

Transparency

- Continuous attention to technical excellence and
good design enhances agility

Adaptation

- At regular intervals, the team reflects on how to
become more effective

Inspection

• Value Based Prioritization: this principle highlights the focus of Scrum
to deliver maximum business value from beginning early in the project
and continuing throughout;

• Time-boxing: this principle describes how time is considered a limiting con-
straint in Scrum and used to help effectively manage project planning and
execution. Time-boxed elements in Scrum include Sprints, Daily Stand-up
Meetings, Sprint Planning Meetings, and Sprint Review Meetings;

• Iterative Development: this principle defines iterative development and
emphasizes how to better manage changes and build products that satisfy
customer needs. It also delineates the Product Owner’s and organization’s
responsibilities related to iterative development.

Table 2.1 list the results from mapping Scrum values and principle with the
Agile Manifesto.

2.2.1.3 Scrum Roles

Following Schwaber et al. [151], Scrum Teams are self-organizing and cross-
functional which consists of a Product Owner, the Development Team, and a
Scrum Master.
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• Product Owner : it is not a committee but only one person who is respon-
sible for maximizing the value of the product and managing the Product
Backlog. Product Owner may represent the desires of a committee in the
Product Backlog, but those who want to change a Product Backlog item’s
priority must address it to the Product Owner;

• Development Team: it is a group of 4 to 10 cross-functional people who are
responsible for delivering a potentially releasable product at the end of each
sprint. In Scrum, the Development Team is structured and empowered by
the organization to organize and manage their own work;

• Scrum Master : it is the person who is an expert at Scrum and who can
therefore coach others. The Scrum master is the role who is responsible
for ensuring the team lives agile values and principles and follows the
processes and practices that the team agreed that they would use.

2.2.1.4 Scrum Artifacts

Scrum’s artifacts represent work or value to provide transparency and opportu-
nities for inspection and adaptation. Artifacts allow maximizing transparency of
key information to make everyone have the same understanding of the artifact.
Following [8, 151], there are four artifacts in Scrum:

• Product Backlog: it is an ordered list of all the possible changes that could
be made to the product. Items on the product backlog are options, not
commitments. Just because an item exists in the Product Backlog, it
does not guarantee it will be delivered. The Product Owner maintains the
product backlog on an ongoing basis, including its content, availability,
and ordering;

• Sprint Backlog: it is a set of selected product backlog items that a team
must deliver by the end of each sprint. The team needs to identify
necessary tasks to develop those sprint backlog items in order to achieve
the sprint goal;

• Increment: it is a collection of the product backlog items that meet the
team’s “Definition of Done” by the end of the sprint. The Product Owner
may decide to release the increment or build upon it in future sprints;

• Definition of Done: it is a team’s shared agreement on the criteria that a
product backlog item must meet before it is considered done.

2.2.1.5 Scrum Practices

The event in Scrum is a formal opportunity to inspect and adapt something
which is specifically designed to enable critical transparency and inspection
[151]. There are 4 events in Scrum which can be performed within each iteration,
also known as Sprint. These four events include:
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• Sprint Planning: it is an event where the entire Scrum team collaborates
to plan the work to be performed within the next Sprint. Sprint Planning
is time-boxed to a maximum of eight hours for a one-month Sprint. The
result from the Sprint planning is the list of what can be delivered from
the upcoming Sprint and how these works should be done;

• Daily Meeting: it is a 15-minute time-boxed event for the Development
Team which is held every day to plan work for the next 24 hours. Three
main questions that should be asked during the events include “what
did I do yesterday that helped the Development Team meet the sprint
goal?”, “what will I do today to help the Development Team meet the
sprint goal?”, and “do I see any impediment that prevents me or the
Development Team from meeting the sprint goal?”;

• Sprint Review: it is held at the end of the sprint where the Scrum Team
and stakeholders collaborate to inspect what was done in the sprint and
adapt the Product Backlog if needed. The result of the Sprint Review
is a revised Product Backlog that defines the probable Product Backlog
items for the next sprint;

• Sprint Retrospective: it is conducted after the Sprint Review and prior
to the next Sprint Planning. It is an opportunity for the Scrum Team to
inspect itself and create a plan for improvements to be enacted during
the next sprint. The purpose of the event is to inspect how the last sprint
went, to identify and order the major items that went well and potential
improvements, and to create a plan for implementing improvements in
the next sprint.

2.2.2 eXtreme Programming (XP)

XP is an agile methodology founded by Kent Beck based on an experiment
of the Chrysler C3 Project in 1996 [23]. According to Beck [17], XP is a
lightweight, efficient, low-risk, flexible, predictable, scientific, and fun way to
develop software. XP is suitable for the Development Team with the size of
2 to 12 members and preferably co-located. This methodology focuses on the
technical aspect consisting of 10 to 12 engineering practices such as unit tests,
frequent full system integration, pair programming, simple design, and frequent
releases of working software, etc. Each iteration that usually lasts between
1 and 3 weeks consists of 6 phases including: exploration, iteration planning,
iteration to release, production, maintenance, and death phase.

2.2.2.1 XP Values

According to Beck [17], four values of XP were defined as follows:

• Communication: everyone is part of the team and face-to-face is the best
way to transfer knowledge between each other in the team;

• Simplicity: we need to avoid waste by doing only what is needed and
asked for, do not try to predict the future;
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• Feedback: concrete feedback about the current state of the system is
absolutely priceless. The more feedback we have, the easier it is to
communicate;

• Courage: courage is an effective action in the face of fear. A team needs
the courage to raise organizational issues, to stop doing something that
does not work, and to accept the feedback.

2.2.2.2 XP Principles

Following Beck [17], there are five fundamental principles as follows:

• Rapid feedback: team members should be able to get the feedback as soon
as possible. They then need to understand and react to it right away,
within seconds or minutes instead of days, weeks, or months;

• Assume simplicity: treat every problem as if it can be solved with ridiculous
simplicity. Team should focus on doing a good job (tests, refactoring,
communication) of solving today’s job today and trust their ability to add
complexity in the future where they need;

• Incremental change: big changes that are made all at once just do not
work. Any problem is solved with a series of the smallest changes that
make a difference;

• Embracing change: the best strategy is the one that preserves the most
options while actually solving the most pressing problem;

• Quality work: everybody likes doing a good job. In order to enjoy their
works, the team needs to do an excellent job and make valuable products.

Table 2.2 list the results from Mapping XP values and principle with the
Agile Manifesto.

2.2.2.3 XP Roles

Kent [17] describes seven roles in XP as follows:

• Programmers: this role is responsible for programming the entire system,
writing tests, and keeping the program code as simple as possible;

• Customer : this role is responsible for writing the stories and functional
tests, prioritizing the stories, giving feedback on the result, and deciding
when each requirement is satisfied;

• Tester : this role is responsible for writing test cases, running functional
tests, broadcasting test results, and maintaining testing tools;

• Tracker : this role is responsible for giving feedback about everyday work
on a project. The Tracker traces time estimates made by the team and
provides feedback on how accurate they are, inspect the progress of each
iteration, and evaluate whether the iteration goal is reachable;
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Table 2.2 Mapping XP values and principle with the Agile Manifesto

Agile Manifesto XP
Values

- Individuals and interactions over processes and
tools

Communication, Courage

- Working software over comprehensive documenta-
tion

Simplicity

- Customer collaboration over contract negotiation Feedback
Principles

- Our highest priority is to satisfy the customer
through early and continuous delivery of valuable
software

Incremental change

- Welcome changing requirements Embracing change
- Business people and developers must work together
daily throughout the project

Rapid feedback

- Continuous attention to technical excellence and
good design enhances agility

Quality work

- Simplicity, the art of maximizing the amount of
work not done is essential

Assume simplicity

• Coach: it is someone who has a sound understanding of XP practices and
experience in working with XP teams. Coach is responsible for guiding
the other team members in following the process;

• Consultant: it is an external member of the team. His primary role is to
advise the team with his technical knowledge and to guide the XP team
in solving their specific technical issues;

• Manager : this role is responsible for making decisions regarding the
project, communicating with the project team in order to understand the
status of the project, and distinguishing any difficulties or deficiencies in
the process.

2.2.2.4 XP Artifacts

Following Beck [17], there are five artifacts produced within an XP project as
follows:

• User Story Card: it is an index card that contains a requirement in the form
of a user story, together with a short description of requirements, priority,
effort, and test scenarios. The user story card is used for implementation,
discussion, and planning;

• Task List: it is a listing task needed to be built in order to accomplish a
user story. This task list helps programmers to estimate the effort and
planning;
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• CRC Card: it stands for Class-Responsibility-Collaboration. It contains
the responsibilities and collaborations of classes (Object-Oriented) that
allow the team to do the design of the system;

• Customer Acceptance Test: it is the test scenario that customers write
to validate the implementation. Normally, it is written on the user story
card;

• Visible Wall Graphs: it is a graphical board that is used to publicly
show the progress of the team — e.g., how many user stories are being
developed, tested, and accepted. It allows the team to communicate and
see the progress of the project.

2.2.2.5 XP Practices

Below are the descriptions of the practices as described by Kent [17]:

• Sit Together : team members are asked to sit together in the same space
allows them to have face-to-face communication without barriers;

• Whole Team: build a cross-functional group of people with the necessary
roles to work together daily to accomplish a specific outcome;

• Informative Workspace: set up a team space to facilitate face-to-face
communication, allow people to have some privacy when they need it,
and make the work of the team transparent to each other and interested
parties outside the team;

• Energized Work: do not overwork yourself or let others overwork you,
take steps to make sure you are able physically and mentally to get into a
focused state;

• Pair Programming: all software products are developed by two people
sitting at the same machine. The idea behind this practice is that two
brains and four eyes are better than one brain and two eyes. You effectively
get a continuous code review and quicker response to nagging problems
that may stop one person dead in their tracks;

• Stories: it is a short description of things users want to be able to do with
the product. Stories are used for planning and served as reminders for
more detailed conversations when the team gets around to realizing that
particular story;

• Weekly Cycle: it is synonymous with an iteration. The intent behind
the time-boxed delivery period is to produce something to show to the
customer for feedback. In the case of XP, the team meets on the first day
of the week to reflect on progress to date, the customer picks the stories
they would like delivered in that week, and the team determines how they
will approach those stories;
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• Quarterly Cycle: it is synonymous with a release. The purpose is to keep
the detailed work of each weekly cycle in the context of the overall project.
The customer lays out the overall plan for the team in terms of features
desired within a particular quarter, which provides the team with a view
of the forest while they are in the trees, and it also helps the customer
work with other stakeholders who may need some idea of when features
will be available;

• Slack: the idea behind slack in XP terms is to add some low priority tasks
or stories in the weekly and quarterly cycles that can be dropped if the
team gets behind on more important tasks or stories. In other words,
account for the inherent variability in estimates to make sure that the
team have a good chance of meeting the forecasts;

• Ten-Minute Build: the goal with the Ten-Minute Build is to automatically
build the whole system and run all of the tests in ten minutes. This
practice encourages the team to automate their build process so that they
are more likely to do it on a regular basis and to use that automated build
process to run all of their tests;

• Continuous Integration: it is a practice where code changes are immedi-
ately tested when they are added to a larger code base. The benefit of
this practice is they can catch and fix integration issues sooner;

• Test-First Programming: instead of running the test after developing code
and write the test, in this practice developer should follow the path: write
failing automated test → run failing test → develop code to make the
test pass → run test → repeat;

• Incremental Design: do a bit of work upfront to understand the proper
breadth-wise perspective of the system design, and then dive into the
details of a particular aspect of that design when they deliver specific
features. This approach reduces the cost of changes and allows the team
to make design decisions when necessary based on the most current
information available.

2.2.3 Kanban

According to Kniberg et al. [87], Kanban is taken from a Japanese term which
means Signboard. A Kanban system utilizes visual cues that calculate what
to produce when to produce and how much to produce. Kanban is intended
to manage the workflow and increase performance which aims to focus on the
efforts on the items that bring value to the end customer and remove waste while
not overburdening the Development Team. Like Scrum, Kanban is a process
designed to help teams work together more effectively by using concepts such as
wide communication, signboard and working status to provide a comprehensive
view of the project. Opposite to Scrum, instead of working in a time-box of
work every 2 to 4 weeks, Kanban encourages continuity in the workflow. There
is not any defined role in Kanban, practitioners can define as many roles as they
want. However, for each iteration, Kanban recommends minimizing the cycle
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time, so if adding a role helps minimize the cycle time, the role can be added
and if it makes the process slower, then the role should not be there. Also, if
the cost of the role is higher than the value of improved cycle time, then it is
an unnecessary role.

2.2.3.1 Kanban Values

Mike Burrows [30] defines nine values of Kanban as follows:

• Understanding: understand the process that had been working and what
they are about to change;

• Agreement: agree to move forward and accept the changes;

• Respect: respect each other’s roles and responsibilities;

• Leadership: encourage and support leadership and initiative at all levels
within an organization by facilitating self-organization;

• Flow: make ongoing process with a constant pace by understanding the
effort to get certain results in specific ways;

• Customer Focus: the actual value of a project is the completed tasked
which is the utmost satisfaction of the customer;

• Transparency: make teams transparent with 3 principles: visualization of
process, the introduction of explicit policies, and creating feedback loops;

• Balance: maintain the work balance to keep both the employees and the
client happy by limiting the number of work in progress (WIP);

• Collaboration: work together and search beyond our inner team to col-
laboratively find solutions and make plans for organizational and process
improvements.

2.2.3.2 Kanban Principles

According to Agile Alliance [7], six principles in Kanban are defined as follows:

• Start with what you do now: understand current processes as they are
actually practiced and respect existing roles, responsibilities, and job
titles;

• Agree to pursue improvement through evolutionary change: accept and
welcome changes in a continuous learning process;

• Encourage acts of leadership at every level: empower the team members
and give room for leadership at each level of the organization;

• Understand and focus on your customers’ needs and expectations: priori-
tize on activities that fulfill the client’s needs and expectations and then
create true business value;
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Table 2.3 Mapping Kanban values and principle with the Agile Manifesto

Agile Manifesto Kanban
Values

- Individuals and interactions over processes
and tools

Respect, Leadership, Flow, Bal-
ance

- Customer collaboration over contract ne-
gotiation

Customer focus, Transparency,
Collaboration

- Responding to change over following a
plan

Agreement

Principles

- Business people and developers must work
together daily throughout the project

Understand and focus on your cus-
tomers’ needs and expectations

- Build projects around motivated individ-
uals

Encourage acts of leadership at ev-
ery level

- The best architectures, requirements, and
designs emerge from self-organizing teams

Manage the work; let people self-
organize around it

- At regular intervals, the team reflects on
how to become more effective

Agree to pursue improvement
through evolutionary change,
Evolve policies to improve
customer and business outcomes

• Manage the work; let people self-organize around it: let people manage
their way to achieve it, they know best how to do their work;

• Evolve policies to improve customer and business outcomes: as the envi-
ronment evolves, rules and policies should evolve with it.

Table 2.3 lists the results from Mapping Kanban values and principles with
the Agile Manifesto.

2.2.3.3 Kanban Practices

Based on Baleviciute [15], there are five practices in Kanban:

• Visualize Workflow: create an overview of the entire project that encour-
ages a team to seek the best result using the board. Divide the board
into three sections: “Input”, “Work In Progress” and “Output”. Put
task cards on the board and tag important tasks with short descriptions.
Use different columns to show team members which tasks are the most
important and should be started first;

• Create a Workflow: backlog can be split into two columns: backlog and
backlog priorities. Assign stories or tasks to team members by the “Pull
principle” where every team member chooses his own task. Tasks that are
in the priority column are pulled first. The column “Work In Progress”
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can have other columns such as “Plan”, “Development”, “Design”, “Draft”,
“Test”, “Deploy”, “Integrate”, “Done”,.etc;

• Work In Progress (WIP) Limits: there should always be work limits
per column to avoid multi-tasking which may result in a wasted time.
WIP limits helps to match the team’s development capacity. If the given
column is set to four, then there should be only four tasks being worked
on at one time. Those tasks that cannot be completed should be moved
back to the backlog and a new task is selected from the priority list. WIP
limits is great to identify bottlenecks;

• Manage Performance: Kanban uses lead and cycle times to measure
performance. Lead time shows how long it takes to complete a task from
its request until that request is done and delivered to the end consumer.
Cycle time shows how long a task has been in production or the work in
progress section except for the queue. A cumulative flow diagram helps
to monitor the progress of all tasks;

• Planning Routines: Kanban has neither a precise planning routine nor
pre-defined iteration length. Some teams work continuously using short
time-frames, usually shorter than one week, or choose bigger iterations
like quarterly goals.

2.2.3.4 Kanban Artifact

The only artifact defined in Kanban is the Kanban board which is used to
visualize work, limit WIP, and maximize the efficiency of the workflow. A basic
Kanban board structure includes:

• Column: it is a specific process step, for instance to do, doing and done;

• Visual Card: it is used to write one work item, it can sometimes encapsu-
late one user story;

• WIP Limits: it is a maximum number of cards that can be present in one
column at any given time. WIP limits allow controlling the workflow and
giving the warning sign when there are too much of the committed works
which have not been done;

• Commitment Point: it is when an idea is picked up by the team and work
starts on the project;

• Delivery Point: it is the moment that the product or service is in the
hands of the customer. In Kanban, the main goal is to take cards from
the commitment point to the delivery point in the shortest time.

2.2.4 Scrumban

Scrumban is a mixed methodology of both Scrum and Kanban which increases
adaptability and universality for product manufacturing and support focused
companies [126]. According to Baleviciute [15], Scrumban allows saving time by
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using planning on demand technique where the team plans only when there is a
demand and there is no estimating or sprint planning needed. By saving time on
planning, the team can put effort into quality control and verify if the work item
is ill-formed. It also allows controlling a manufacturing process and to inspect if
work is promoted to the ready queue. Scrumban focuses on waste minimization
by using inter-process buffers and flow diagrams to show the weaknesses and
opportunities of the process. This methodology allows eliminating everything
that is not adding value to the customer.

As a mix of Scrum and Kanban, this methodology respects the same values
and principles of the two methodologies.

2.2.4.1 Scrumban Roles

• Product Owner : this role is responsible for maintaining the product
backlog by representing the interests of the stakeholders, ensuring the
value of the work the Development Team does;

• Scrumban Sensei: this role is responsible for the correct use of the Scrum-
ban process. Although the designation of a Scrumban sensei and its
presence in Scrumban meetings are generally advisable, teams with a lot
of Scrumban experience may also work without this role;

• Development Team: it is a cross-functional group of people who are
responsible for delivering potentially shippable increments of the product
at the end of every production cycle;

• Stakeholders: it is the people who enable the project. They directly
involve in the process only during the reviews. Apart from that, they
may solely influence the team by discussing their needs with the product
owner. Typically, the main stakeholders are managers, customers, and
users.

2.2.4.2 Scrumban Artifacts

• Product Backlog: it is an ordered list of requirements that the team
maintains for a product. In Scrumban, one should document requirements
in “user story” format. Anyone can edit the backlog, but the product
owner is ultimately responsible for ordering the user stories. Stories in
the product backlog contain rough estimates of both business value and
development effort;

• Selected Backlog: it is a list of work the Development Team must address
next with a defined capacity limit (also known as work-in-progress). As
soon as capacity is available, it is filled up with user stories/features from
the top of the product backlog;

• Story In Progress (SIP) Backlog: it is a list of user stories, which the
Development Team currently addresses. Team members pull user stories
from the selected backlog when there are no more remaining tasks in the
task backlog;
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• Task Backlog: it is a table structured along with the phases that are
necessary for completing the project, e.g. design, development, and test.
The Development Team breaks the user stories/features from the SiP
backlog down into single tasks. Once a task has finished one phase, a
team member from the consecutive phase eventually pulls the task to
process it further;

• User Story: it is a description of a certain product feature or behavior,
written strictly from the user’s point of view. It is usually the product
owner who writes the user stories;

• Task: it is a unit of work which should be feasible within one working day
or less. To implement a user story, a team must accomplish all associated
tasks;

• Parking Lot: it is for the tasks which the team cannot finish due to external
dependencies. For example, another team has to review a document.
Placing a task in the parking lot prevents the team from deadlocks, where
unfinished tasks block production lines;

• Cumulative Flow Diagram (CFD): it is a publicly displayed chart showing
a detailed view of the teams’ past and present performance. The CFD
allows identifying bottlenecks in the production flow. It also enables the
product owner to predict the time a new requirement will most probably
need to complete;

• Impediment Backlog: it is a list maintained by the sensei, including all
current impediments.

2.2.4.3 Scrumban Practices

• Extend Board: on the board, team create columns which consist of “To
do”, “Work in progress” and “Done”. Column “Work in progress” can
then be divided into more columns to indicate the particular stage a task
goes through. Using these columns, everyone knows the current situation,
and tasks are completed as soon as possible. New tasks are put on the
board without assigning them to a particular team member. For this
reason, team members can choose which task they would like to work
with;

• Backlog Limit: team makes a list of tasks, puts them into the backlog, and
sets work in progress limit for this column. Because Scrumban does not
have regular planning meetings, a limit is used to implement the planning
on the demanding technique. The team pulls items from the backlog into
the process until it becomes empty, and an empty backlog is a trigger
to notify that it is time to plan more tasks. It is better and easier to
plan small, aiming only a few tasks per iteration. Team can also use the
prioritization on the demanding technique which provides the team with
information on which task must be taken next;
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• Find Bottlenecks: divide team’s work in progress section into smaller
columns to implement separate WIP limits. This approach allows the
team to discover bottlenecks which block the process flow;

• Metrics Performance: Scrumban uses the average lead and cycle time as
its key metrics for performance. If lead and cycle time is under control,
then the team can understand how long does it take for a task to reach
the end consumer, how long it takes to develop and how long does it take
to manage management. With these metrics, team can predict how long
it will take to provide a certain amount of value or earn some amount of
money.

2.2.5 Lean Software Development (LSD)

The Lean Software Development (LSD) comes from the Lean manufacturing
of Toyota production system and Charette’s Lean development in the 1980s
[62]. In 2003, Lean was defined as software development by Poppendieck and
Poppoendieck [116]. According to the authors, LSD is an iterative methodology
that focuses on minimizing waste while maximizing customer value through the
optimization of the entire process. LSD is considered to be more of a philosophy
which has no specific role or artifact but rather emphasized project management.
It was largely used in manufacturing and recently in software development
to a lesser extent. LSD is ideal for projects where there is a need for radical
change. The ultimate goal of a lean organization is to provide perfect value to
its customer with zero waste. It does so by focusing on its key processes and
continuously improving them. The optimization of each process is the core idea
of the Lean philosophy. Instead of practice,

2.2.5.1 Lean Principles and Thinking-Tools

Poppendieck and Poppoendieck [116] promote seven principles in SLD. The
methodology revolves around these principles, and all other aspects of Lean are
designed to reinforce them. The authors also introduced 22 thinking tools which
allow achieving the seven SLD principles and can help the team customize the
right agile practices for any environment. We describe the principles and their
supporting thinking tool as follows:

• Eliminate Waste: Eliminate anything that does not add customer value.

– Seeing Waste: seven types of manufacturing waste translated into
the software domain including partially done work, extra processes,
extra feature, task switching, waiting, motion and defect;

– Value Stream Mapping: it is a good way to discover waste in the pro-
cess. This involves drawing a chart of the average customer request,
from arrival to completion. At the bottom, draw a timeline that
shows how much time the request spends in value-adding, waiting,
and non-value-adding activities.
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• Amplify learning: Use short iterative cycles to provide quick, constant
feedback to ensure the right things are being focused on.

– Feedback: increasing feedback is the single most effective way to
deal with troubled software projects. Developers should know their
immediate customer and have ways for that customer to provide
feedback;

– Iterations: iterations provide a dramatic increase in feedback. Iter-
ations are a point of synchronization between the different teams
and the customer. Iterations force decisions to be made because the
system is deployed early and often;

– Synchronization: build the system every day after a small batch of
work has been completed by each of the developers and followed by
an automated set of tests;

– Set-Based Development: it starts by defining everyone’s constraints
and then selects a choice that fits into those constraints. Talking
about constraints allows developers to defer making choices until the
last possible moment.

• Decide as late as possible: do not make decisions until enough is known
to make the decision—a sound understanding of the problem and the
trade-offs of potential solutions is required.

– Options Thinking: agile processes create options that allow decisions
to be delayed until the customer needs are more clearly understood
and the evolving technologies have had time to mature. Delaying
irreversible decisions leads to better decisions, limits risk, helps
manage complexity, reduces waste, and makes customers happy;

– The Last Responsible Moment: it is the moment in which failing to
make a decision eliminates an important alternative. If commitments
are delayed beyond this moment, then decisions are made by default,
which is generally not a good approach to making decisions;

– Making Decisions: there are four types of decision making. Breadth-
first involves delaying decisions. Depth-first involves making early
commitments. Intuitive decision-making relies on past experiences
rather than rational thought to make decisions. Rational decision
making involves decomposing a problem, removing the context, ap-
plying analytical techniques, and exposing the process and results
for discussion;

– Pull Systems: the set of user stories is not assigned to developers;
the developers choose the feature they want to work on.

• Deliver as fast as possible: minimize the time it takes to identify a business
problem and deliver a system or feature that addresses it.

– Queueing Theory: it strives to make the wait as short as possible.
The fundamental measurement of a queue is cycle time which can
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be reduced by controlling the rate of work arrival and removing the
variability in the processing time;

– Cost of Delay: give the team an economic model that will empower
the members to figure out for themselves what is important for the
business.

• Empower the team: empower the team to succeed involving developers in
the details of technical decisions is fundamental to achieving excellence.

– Self-Determination: create an environment in which capable workers
can actively participate in running and improving their own work
areas;

– Motivation: it starts with a clear and compelling purpose. After
that, empower the team by ensuring that the purpose is achievable,
giving the team access to customers, letting the team makes its own
commitments, using management’s role to run interference, creating
a sense of belonging, providing a safe environment, and encouraging
the desire to make progress;

– Leadership: a successful team should have a respected leader who is
excited and passionate about their work, exceptional developers who
exercise leadership through superior knowledge, and a project man-
ager who can identify waste, coordinate iteration planning meetings,
help the team acquire resources, coordinate/ synchronize multiple
teams, and provide a motivating environment;

– Expertise: share Expertise by promoting mentorship and pair pro-
gramming. Also, enforce standards in the development such as
naming standards, coding standards, language standards, checking-
in/out standards, and building standards.

• Build integrity in: system integrity comes from wise leadership, relevant
expertise, effective communication, and healthy discipline.

– Perceived Integrity: to prevent developers from getting lost in the
details and customer value, visions of perceived integrity should
be refreshed regularly through customer feedback. Simultaneously,
the team needs to construct domain models such that software
implementation can flow directly from these models which can be
understood and directly usable by the customers and developers;

– Conceptual Integrity: it is measured by how well a system’s com-
ponents work together as a smooth and cohesive whole. It can be
achieved by effective communication;

– Refactoring: complex systems have effects that are not fully under-
stood at design time. However, the architecture must remain healthy
as the system evolves. It is also important to maintain conceptual
integrity by simplicity, clarity, suitability for use, no repetition, and
no extra features;
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2.3 Conclusion

Table 2.4 Mapping LSD principles with Agile Principle

Agile Manifesto LSD
Principles

- Our highest priority is to satisfy the customer
through early and continuous delivery of valuable
software

Deliver as fast as possible,
Build integrity in

- Deliver working software frequently Deliver as fast as possible
- Business people and developers must work together
daily throughout the project

Build integrity in

- Build projects around motivated individuals Empower the team
- The most efficient and effective methodology for
conveying information to and within a Development
Team is face-to-face conversation

Build integrity in

- Continuous attention to technical excellence and
good design enhances agility

Build integrity in, See the
whole

- Simplicity, the art of maximizing the amount of
work not done is essential

Eliminate waste

- The best architectures, requirements, and designs
emerge from self-organizing teams

Empower the team

- At regular intervals, the team reflects on how to
become more effective

Amplify learning

– Testing: it proves that design intent is achieved and that the system
does what customers want it to do. Tests should be automated as
much as possible and run as part of the daily build.

• See the whole: use cross-functional teams to keep from missing important,
possibly critical aspects of the problem and of the system designed to
solve it.

– Measurements: measurements are important for tracking the progress
of software development. Try to create measurements that will
measure everything such as standardize, specify and decompose;

– Contracts: a common misconception is that agile development cannot
be used in the context of contract work in which each firm is expected
to look out for itself. We can incorporate LDS with different types
of contracts, including fixed-price contracts, time-and-materials con-
tracts, multistage contracts, target-cost contracts, target-schedule
contracts, and share-benefit contracts.

Table 2.4 lists the results from mapping LSD principles with the Agile
Principle.

2.3 Conclusion

In this chapter, we present the state-of-the-art of agile methodologies. The
common ground shared by most of the agile methodologies was defined by four
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agile values and twelve agile principles, also known as the “Agile Manifesto”.
Over the years, a lot of agile methodologies in the practice have been proposed.
Based on the survey, the most popular methodologies nowadays are Scrum,
eXtreme Programming, Kanban, Scrumban, Lean, and the combination of these
methodologies. Even though different agile methodologies define their own set
of values and principles which fit different contexts and environments, most of
them are still covered by the Agile Manifesto. In the words, the Agile Manifesto
should have a perceptible influence on the values and principles of most of those
methodologies. As agile practices are created in order to achieve the values and
principles of each methodology, the relation between the Agile Manifesto and
agile practices should thus be further studied.
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Chapter 3

Agile Methods Tailoring: an Overview

In practical software development, simply choosing a particular agile method
and following every rule will be tedious. To minimize efforts, the team should
only adopt the most suitable methods or practices that best fit their situations.
It helps to eliminate unnecessary efforts and avoid failure. The selection that
makes a method more adherent to the development context is known as software
methods tailoring [61].

This chapter provides a review of different approaches for software methods
tailoring in general and for agile methods. This chapter is structured as follows.
First, we discuss general software methods tailoring including contingency
factors and methods engineering in Section 3.1. We then continue to discuss
agile methods tailoring in Section 3.2. Finally, we make a conclusion in Section
3.3.

3.1 Software methods tailoring

Software development methods have been defined with the assumption that
they can be applied to any type of project and application development [98].
Empirical research shows that methods used in software practice are rather
limited, and those developers who use the methods tend to use different com-
binations and parts of methods rather than following all the steps required
by a particular method [61]. With numerous projects failure, the software
development community started to recognize the problem and search for a way
to tailor the process to be more adherent to the context of the development.
Software method tailoring has been discussed for a long time and continues to
be a current need [41]. No matter the selected method or process, tailoring is
normally needed for context adequacy in either organization or project levels
[78]. Tailoring can be supported and stimulated by the adopted software method
or executed based on the organization’s needs [61].

Tailoring in software process context can be defined as the adaptation of
the method to the aspects, culture, objectives, environment, and reality of the
organization adopting it [31]. The options to execute software method tailoring
have been studied and can be mainly classified as contingency factors and
method engineering [60].
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3.1.1 Contingency Factors

Research on contingency factors has been a long and continuing research stream
in the information system. Davis [45] is one of the early and widely cited
contributions. The author proposed the concept of strategy selection based on
uncertainties concerning information requirements determination processes. In
this approach, an appropriate strategy is selected from available alternatives
based on an assessment of different levels of uncertainty. Thus, in Davis’ model,
an organization would be expected to have several alternative methods available
and the developers would be expected to be highly experienced with each
method to select the most appropriate one for the right situation. Similarly,
Gremillion and Pyburn [69] also proposed a contingency approach where the
development projects are evaluated according to the criteria of commonality,
impact, and structure before deciding on a development approach. Avison
and Wood-Harper [13] reviewed various Information System Development(ISD)
methods and concluded that none can be appropriate in all situations. They then
proposed their contingency framework called Multiview. This framework has
been devised which includes descriptions of relevant techniques and tools. The
analysts and users select those aspects of the approach which are appropriate
to the context, in effect creating a unique methodology for each application.
Benyon and Skidmore [19] proposed another approach which is known to be
a single tool kit. In this toolkit, they combined the essential features of five
different approaches ranging from soft to hard, and from process-driven to
data-driven. To use this approach, developers would be expected to be skillful
enough to choose the appropriate method or tool depending on the situation.

Based on the above-mentioned researches, Contingency research is typically
premised on the notion that specific features of the development context are
mapped to the selection of an appropriate ISD method from a portfolio of
methods. The assumption is that there is no software development method
good enough for the cases an organization can face when developing software [41].
The contingency factors approach handles the tailoring of software development
methods by choosing multiple methods at once for the organization. This
selection is generally based on development context features such as uncertainty
level, impact, and structure.

The main challenge for contingency factors adoption is that the team mem-
bers would have to understand and be capable of executing a range of methods
according to the contingencies needed for the context. The contingency ap-
proach was criticized by Kumar and Welke [89] for being inadequate to cover
all contingencies, and further, that the cost of sourcing and training for each
method that is required by the contingencies of development. According to the
authors, this situation would be further exacerbated by the rapid and funda-
mental changes in the prevailing development environment in organizations. In
addition, the contingency literature does not provide enough practical guidelines
on how methods or tools may be mapped to development contingencies. The
solution proposed by Kumar and Welke [89] is “method engineering”.
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3.1.2 Method Engineering Theory

While ISD methods in their provision of a disciplined standard for development
give a lot of advantages, it still requires flexibility so that the methods can
be tuned to meet specific project needs Harmesen et al. [70]. To harmonize
the methods, they propose a method-based repository that contains suitable
method fragments and build situational methods out of the existing method
fragments. The authors provide a detailed description of the application of
situational method engineering, but the example they used to illustrate their
approach is drawn from a literature example rather than a real case study.

According to Tolvanen and Juha-Pekka [155], methods should be constructed
according to the needs of particular ISD situations and contingencies. To develop
ISD methods and improve their flexibility, the authors developed methodical
guidelines that are founded on engineering principles. In the guideline, they
specified how knowledge related to methods should be described, analyzed,
and maintained for ISD projects, and how it should be adapted into ISD
tools. They thus built a meta-model which they defined as a modeling process
that takes place one level of abstraction and logic higher than the standard
modeling process. Their meta-model captures information about the concepts,
representation forms, and uses of a method. The author also suggested that
meta-modeling provides advantages in terms of representing, systematizing, and
comparing methods.

Based on these previous researches, Method Engineering theory is a meta-
method process and the creation of a new method to be applied to specific
contexts using the existing method fragments. It is the creation of organization
or project-specific methods and not the acquisition of existing methods from
the community or a vendor [72]. The purpose is to build a more efficient
method responding to the challenges of actual projects and context. While
it brings flexibility to the owners, it however introduces challenges such as
how to control the fragments or how to assemble the method for the context-
specific situations [72]. One common feature of both the contingency and
method engineering research is that they are largely deductive in nature. They
employ theoretical and conceptual arguments to support how methods should be
tailored or constructed. Very little information is available in terms of practical
applications of these ideas in real life.

3.2 Agile methods tailoring

Like other software development methodologies, Agile methodologies are not
always used to their full extent due to some constraints. Instead, software
companies adopt agile methods in different ways based on different criteria
such as business goals, culture and resources [5]. According to Kurapati et
al. [90], practices selection allows organizations to best achieve their goals.
Campanelli et al. [32] did an SLR on 56 research papers on agile methods
tailoring. The authors then defined 6 types of research work on agile methods
tailoring including most used practices, quality, business goals, maturity model,
agile values, and project types. In addition to these researches, there is another
direction, namely “created meta-models”. This research branch aims to formalize

41



Agile Methods Tailoring: an Overview

the descriptions of agile methods and to make the method adoption process
better, faster, and lower risks [43, 105, 139, 97].

3.2.1 Most used practices

Jalali and Wohlin [76] presented a list of practices found from an SLR on the
use of agile methods in global software engineering (GSE). They also identified
different conditions and factors, which affect the success of agile practices in
GSE contexts. By analyzing 77 peer-reviewed papers and articles, 25 practices
were identified as the most frequently used. These practices have been described
to be successfully adopted based on different factors including project size,
duration, domain, and the knowledge area.

Kurapati et al. [90] wanted to understand which agile practices are used in
industry. They did a survey with 109 participants and analyzed practice adoption
associated with the project and organizational level. Twenty-five practices from
two agile methods (XP and Scrum), were presented to the participant to choose
from. The results of this survey help us to identify the most commonly adopted
practices. It also shows practices that are generally adopted together and
correlated customer satisfaction after adopting the practices.

3.2.2 Quality

According to de Azevedo Santos et al. [46], organizations adopt agile practices
as a means to achieve quality in their product. To validate their premise, they
conducted a quantitative survey with 109 participants working on different
fronts of the process of software and analyze the impact of agile practices on
quality. In other words, their work focused on the quality aspects of the agile
practices associated with the high quality of the software product. The survey
results show that from the perspective of using agile practices, the quality of
the software product can be improved by three aspects: bigger involvement of
the staff, agile management of the requirements proposed, and code developed.

3.2.3 Business goal

Esfahani et al. [57] proposed a knowledge-based framework called Strategic
Analysis for Agile Practices (SAAP). The objective of the framework is to
associate the business goals of the organization with the agile practice selection
process using concepts from the Balanced Score Card (BSC). In this framework,
organizational strategies are significant situational attributes that affect the
choice of agile practice. The framework consists of three main components,
including the Strategies Graph, the Evidential Knowledge Base of Agile Practices,
and the Strategic Analysis Process. First, important strategic goals of the
organization are extracted, classified, and visualized. Then, the strategic
knowledge about how each agile practice contributes to different strategic
goals under various project conditions is retrieved from empirical studies. To
situationally analyze the strategic impacts of every candidate agile practices,
they use Strategic Graph.
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3.2.4 Maturity model

To adopt agile practices based on an agile maturity model, Sidky and Ahmed
[141] introduced Sidky Agile Measurement Index (SAMI) framework derived
from agile values and principles. It was designed to guide organizations seeking to
become more agile. The goal is not to focus on any particular methodology, but
rather embracing and realizing the actual values that make a team Agile. There
are 5 steps in the framework, including collaborative, evolutionary, integrated,
adaptive, and encompassing. Each step aims to instill a new value in teams
and organizations. To use this framework, Agile Coach creates an instance
of the SAMI for a particular team by populating each of the steps with a set
of practices that help the team or organization embrace the value designated
by that step. A large number of these practices can come from existing agile
methods or an in-house set of practices that suits their specific environment
and constraints.

3.2.5 Agile values

According to Mardi et al. [100] agile values such as quickness, flexibility, and
responsiveness are the reason behind the fame of agile methods. These values
are fundamental that define the culture of the software company where a
set of practices can be followed based on them. Their research focused on
understanding the key agile values and how frequently they were mentioned
in the literature. They started by looking into the experiences published
previously in the agile literature. They then collected and analyzed how the
agile practitioners identify agile values. Finally, they followed up on the analysis
by collecting and comparing these values with the comments of Agile Manifesto
signatories1. The agile key values obtained from this work include flexibility,
customer-centric, working software, collaboration, simplicity, communication,
natural, learning, pragmatism, and adaptability.

3.2.6 Project

Saleh [129] provides a methodology to select the best agile practices for projects
based on the association between the project’s characteristics and the abilities
of the agile practices. The key project areas which were analyzed in the work
include team size, iteration duration, and team distribution. In his model,
first, the abilities of agile practices are classified based on a detailed analysis
of existing research in the field of agile development. The practices are then
clustered according to their abilities using K-means clustering. After that, a
model of the Agile System Development Life Cycle (Agile SDLC) phases is
used to categorize the practices based on their role in the development process.
Finally, rules are applied to match project characteristics with the abilities of
practices and produce a list of recommended practices.

1https://agilemanifesto.org/display/index.html
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3.2.7 Meta-model for agile method tailoring

The meta-model for agile method tailoring aims at making relations, attributes,
control flows, rules of a particular process more appealing based on a particular
perspective, e.g., products and capability assessment [71], partial agile adoption
[105], and goal-oriented [97, 139, 56].

Damianil et al. [43] proposed a meta-model that supports the derivation
of specific data models for agile development processes. They defined two
meta-models based on SPEM (Software Process Engineering Meta-model) spec-
ification [110]. One is used to generate models for describing the development
process while the other is used to generate models for describing a measurement
framework. To connect the two meta-models they defined a simple trigger layer.
Their work provides the basis for a framework to model a generic software
process meta-model and related measures which they claimed to be derivable
into a model of any specific agile methods such as Scrum, XP, etc.

Mikulnas et al. [105] proposed a meta-model which enables the fusion of
different agile methods referred as partial agile methods adoption. The core idea
is to decompose each agile method into components which in theory could always
be categorized into a common pre-defined structure. To create this meta-model,
they analyzed the problem of a partial agile method adaptation and decomposed
them into sub-problems. They then defined a set of concepts, where each of
them has a direct or indirect relationship to the sub-problems. The integral
solution has been achieved by developing these concepts, deriving their classes,
and organizing them into the framework of the partial agile method adaptation.
The constructed meta-model for the framework serves as a structure for the
decomposition of the agile methods. It is a guide for creating patterns and
developing models for the partial implementation of the agile methods from
these patterns. Their work offers great flexibility in adopting agile methods
since one can manually select and combine different alternative components
coming from different methods at will.

To complement existing process modeling approaches with a new perspective,
Esfahani et al. [56] proposed another type of modeling aimed at describing
and analyzing the social and human aspects of a software process. In their
work, i* modeling framework [54] is used to model the social perspective in
agile methods. Their framework is composed of two processes. First, they use a
Strategic Dependency (SD) model to depict the dependencies between different
(social) actors. Then, they refine the SD model with a Strategic Rationale model.
The SR model is used to illustrate actors’ internal goals and the combination
of activities, artifacts, qualitative attributes, sub-goals, and dependencies that
help the actors to achieve their major goals. An explicit representation of the
social requirements enables software companies to assess the chances of success
by highlighting the major vulnerabilities of the process, checking (before the
adoption process whether the social aspects of the process will be a good fit
for current team members, and answer different kinds of social/organizational
questions about the process.

Lin et al. [96] proposed a novel goal-oriented method to model a software
development process on the top of the Agile Unified Process [10], called Goal
Oriented Agile Unified Process (GOAUP) that could also be applied to OpenUP
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and other agile-oriented forks of the unified process. In their model, the top
goal for one iteration named Software iteration finished is a composite state.
This goal is contributed by sub-goals where each of them is achieved by four
lead transitions: inception → elaboration → construction → transition. The
model of AUP via the Goal-Net method provides a new way to look at AUP
from a goal perspective.

3.3 Conclusion

Software method needs to be tailored to be more adherent to the context of the
development and to avoid the failure of the software development. The options
to execute the software method tailoring have been studied and can mainly be
classified as contingency factors and method engineering. Contingency research
is the notion that an appropriate ISD method from a portfolio of methods
is selected based on specific features of the development context. Method
engineering theory is the creation of a new method to be applied to specific
contexts using the existing method fragments.

In agile methods, there are 6 groups of researches on agile methods tailoring
including most used practices, quality, business goals, maturity model, agile
values, and project types. Researches about most used practices discuss how
most popular agile practices are chosen based on different conditions and the
factors which affect the success of agile practices. In another research group,
quality in the software product was found to be the reason that organizations
adopt agile practices. Other than that, business goal of the organization was
associated with the selection process for agile practice adoption. There is
research that provides a framework derived from agile values and core principles
to help guide organizations seeking to become more agile-based on maturity
model. Similarly, agile values have been discussed to be the reason behind
the fame of agile methods. Finally, there is a group research that creates
a methodology to select the best agile practices for projects based on the
association between the project’s characteristics and the abilities of the agile
practices. To formalize their descriptions about agile methods and to make the
method adoption process better and faster, and at the same time to minimize
the risks, meta-models have been created from different perspectives.
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Chapter 4

Socio-Intentional Modeling Framework:
an Overview

Modeling is a one of the main activities in the software development process.
Illustrating information in graphical models allows practitioners to understand
and analyze agile practice easier. Goal-oriented modeling has been popularly
used in the software engineering discipline with different definitions of the term
“Goal”. According to KAOS modeling [127], goals are desired system properties
that have been expressed by some stakeholder(s). Based on Yu [67], goals
describe the objectives that should be achieved through the cooperation of
actors in the software-to-be and the environment. Illustrating the information
about agile methods adoption in the goal perspective allows practitioners to
identify the strategy to achieve their desired goals. As defined in the Agile
Manifesto, agile methods focus on the social aspects more than the others
including process, technique, tool, etc. In other words, the success of agile
methods adoption depends highly on the individuals, their interactions and
collaboration. It is thus important to find a modeling technique that can
encompass human related issues in agile practice adoption. In socio-intentional
modeling frameworks such as i* [165], Tropos [149], and iStar 2.0 [42], the role
is one of the core elements of the modeling constructs. Each role is constructed
with goals it wants to achieve and multiple dependencies to one another to
collaboratively achieve their goals. Such a representation can help practitioners
evaluate whether a practice is socially compatible with their team. It also allows
reducing adoption failure by minimizing the vulnerabilities caused by roles.

In this chapter, we review some socio-intentional modelings frameworks that
allow us to represent and analyze goals and dependencies between roles using
various techniques. Reviewed frameworks are the popular ones that provide
the most representation notions related to either goal or social dependency. In
the following sections, from Section 4.1 to Section 4.4, we respectively describe
KAOS, NFR framework, i* modeling framework, iStar 2.0, and Tropos. In
Section 4.6, we provide a conclusion about these frameworks.
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4.1 Knowledge Acquisition in autOmated Specification
(KAOS)

KAOS is a methodology proposed by Dardenne et al. [44] for requirements
engineering, enabling analysts to build requirements models and to derive
requirements documents. A major benefit of KAOS resides in the fact that
it provides a continuum between the problem description and the expected
solution description. This bi-directional traceability between problem and
solution spaces is fundamental not only for the requirements analyst to be sure
that the system to build will be the right one but also for developers who need
to understand the context and objectives to make correct architectural and
design choices. The complete KAOS model leaves no space for wishful thinking
(a goal unrefined), no space for requirements for which we do not know who is
responsible, no space for unjustified operations, and no space for operations, for
which we ignore who will execute what and when.

KAOS model explains step by step how to build a complete KAOS model
and how to generate a requirement document using a supporting tool called
Objectiver [127]. Their methodology to create a complete requirement document
was proposed based on ten the following key ideas :

1. Build a requirements model for describing the problem to be solved and
the constraints that must be fulfilled by any solution provider;

2. Justify your requirements by linking them to higher-level goals. A goal
can be justified by the other goal that explains why it was introduced
in the model or refined as a collection of sub-goals describing how the
refined goal can be reached;

3. Build a model of the whole system, not just the software part of it.
It is very important to identify, record, and take into account all the
requirements and assumptions about that part of the environment that
interacts with the software system;

4. Build a responsibility model which includes agents which can either
be human or automated components that are responsible for achieving
requirements and expectations;

5. Build a consistent and complete glossary of all the problem-related terms
you use to write the requirements. In KAOS, analysts can work on the
glossary progressively and simultaneously during goals and requirements
definition by building a KAOS object model;

6. Describe how the agents need to behave in order to satisfy the require-
ments they are responsible for. KAOS provides operation diagrams which
allows describing all the behaviors that agents need to have to fulfill their
requirements;

7. Generate the requirements document based on the requirements model.
Requirements on the system architecture are derived from the responsibil-
ity model and requirements for the system behavior from the operational
model;
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8. Validate your requirements by first reviewing the model is more efficient
than asking people to read a long technical document;

9. Use a defensive approach to the building of a requirements model that
investigates in a systematic way what can go wrong in the system-to-be,
that is how and why some requirements can no longer be satisfied;

10. Consider your requirements document as a reference that shall need
updating during
the project development life cycle;

To support their methodology on the construction of a requirements model
by means of diagrams, KAOS provides the graphical representation which can
be described by the meta-model in Figure 4.1.

A KAOS Tutorial 
 

© Respect‐IT sa 

6. Methodology summary 

6.1. KAOS meta-model 

The KAOS/Objectiver methodology (www.objectiver.com) is a requirements engineering 
methodology that covers identification of the business requirements, of the requirements, of 
the responsible agents and, if needed, of the behaviors they need to conform in order to 
satisfy the requirements.   

The methodology relies on the construction of a requirements model, the graphical part of 
which is represented by means of diagrams displayed in this document.  

The following figure sums up the set of concepts and notations you may find in the 
methodology. Next a glossary explains each concept shortly in turn. 

 

 

 

6.2. KAOS glossary 
Agent 

Active Object*(=processor)  performing operations* to achieve goals*. Agents can be the software being 
considered  as a whole or parts of it. Agents can also come from the environment* of the software being 
studied; human agents are in the environment*.  

Association 
Object*, the definition of which relies on other objects linked by the association.  

Composite system 

  Page 45 
 

The software being studied and its environment*. 

Fig. 4.1 KAOS meta-model (Objectiver [127])

4.2 Non-Functional-Requirement Framework (NFR)

NFR Framework was proposed by Chung et al. [37] aims to put the main focus
on non-functional requirements in the developer’s mind by using nonfunctional
requirements such as security, accuracy, performance, and cost to drive the
overall design process. The framework offers a structure for representing and
recording the design and reasoning process in graphs, called soft-goal interdepen-
dency graphs (SICs), and cataloging of knowledge about NFRs and development
techniques.

The purpose of this framework is to describe non-functional requirements
which are shown as soft-goals. Starting from the top of a graph, soft-goals are
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connected by interdependency links that describe the refinements of parent soft-
goals downward into other offspring soft-goals. Each soft-goal has an associated
label representing the degree to which a soft-goal is achieved, which shows the
contribution of offspring soft-goals upwards upon the meeting of other parent
soft-goals. The whole process design includes the decision of what soft-goals to
state, how they are refined, what extent they are refined, and how to calculate
the label value under the control of the developers.

Another important aspect of the framework is the possibility to draw the
body of design knowledge (including development techniques) in three different
kinds of organized knowledge catalog. The first kind of catalog represents
knowledge about the particular types of NFRs and their associated concepts
and terminology. The second kind is used to systematically organize available
development techniques to help the developer to meet requirements. The third
kind of catalog shows implicit interdependencies (correlations, trade-offs) among
soft goals. These catalogs provide a valuable resource for use and re-use during
the development of a variety of systems.

The design process consists of eight sequential and iterative steps as follows:

• Acquire or access the knowledge about the domain and the system be-
ing developed, functional requirements for the particular system, and
particular kinds of NFRs, and associated development techniques;

• Identify the main non-functional requirements that the particular system
under development should meet;

• Decompose NFRs soft-goals based on topic or NFR type;

• Prioritize soft-goals;

• Identify possible development techniques (operationalizations) for achiev-
ing the NFRs (soft-goals);

• Deal with ambiguities, tradeoffs, and priorities, and interdependencies
among NFRs and operationalizations;

• Select operationalizations;

• Support decisions with design rationale;

• Evaluate the impact of decisions.

To support their methodology on how to describe non-functional require-
ments by means of diagrams, the NFR framework provides the graphical
representation which can be described by the meta-model in Figure 4.2.

4.3 The i* Modeling Framework

Yu and Mylopoulos [165] introduced a modeling language called i* to highlight
the importance of WHY dimension in software processes, to provide the inten-
tional view of modeling domain which can express motivations, intents, and
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BVCCON-TOOL for Business Process Configuration 5

Fig. 3. NFR Metamodel - BVCCoN.

2.4 Technologies

To develop the BVCCoN-Tool, we used a set of unified modeling frameworks,
tools and patterns implementation found in Eclipse community [1]. Among the
modeling frameworks, we highlight EMF (Eclipse Modeling Framework) [14],
that supports the metamodel specifications and provides functionality to auto-
matic code generation in Java, the GMF (Graphical Modeling Framework) [4],
that is a model-driven approach to developing graphical editors based on Eclipse
and Epsilon [5]. The last is a family of language and tools for code generation,
model-to-model transformation, model validation, comparison, migration, and
refactoring of metamodels. Besides that, it uses XMI (Metadata Interchange) to
store, manipulate, recover and interchange of metadata.

To develop the tool, we choose one of the three views of BVCCoN approach,
and we code the metamodel in Emfatic language of Epsilon Framework [2]. Then,
we performed some changes to the metamodel be according to abstract syntax.
Besides that, with EuGENia [3] annotations in the metamodel we also defined a
concrete syntax to get an enriched metamodel. Listing 1.1 demonstrates a piece
of the NFR metamodel. In particular, the annotations represent the following
issues.

– Line 2: the NFRModel is a compartment where the NFR Elements are drawn.
An Eclass that must be annotated like gmf.node.

– Line 16: each NFRSoftgoal is an NFRElement. It’s graphical representation
is a rectangle with dash lines.

– Line 24: each NFRSoftgoalContribution is represented like a link between his
source and target NFRSoftgoal.

– Line 30: in the diagram, each OrContribution is a kind of NFRSoftgoalCon-
tribution. It is a link which representation is a continuous line labeled with
the word “OR”.

Fig. 4.2 NFR meta-model (Pereira et al. [115])

rationale behind activities. The i* language is presented as a goal and actor-
oriented modeling and reasoning framework that consists of a modeling language
along with reasoning techniques for analyzing created models. The i* language
is composed of two modeling components: Strategic Rationale (SR) model for
representing actor objectives and their alternative ways of fulfillment, also the
required resources; and Strategic Dependency (SD) models for describing the
dependency relations among organizational actors.

To build an SD model, i* proposes a set of nodes to represent actors
(Agent, Role, and Position) and a set of dependencies to describe how an actor
(depender) depends on some other (dependee) in order to obtain some objective
(dependum). In i*, the types of dependency are classified based on the object
of dependency (Goal, Soft-goal, Task, and Resource). The model also defines
three degrees of strength (open, committed, and critical) for the dependency
according to the level of vulnerability of the depender when the dependee fails
to accomplish the specified element.

DependableNode Dependency

Actor

Is-a is-part-of

Agent Role Position

InternalElement

IELink

-type : {AND, OR}

Decomposition Means-end

-type : {Make, Some+, Help, Unknown, Some-, Hurt}

Contribution

Dependum

IntentionalElement

Goal Task Soft-goal

Resource

ActorRelationship

{complete, disjoint}

{complete, disjoin}

1

*

*
1

{complete, disjoint}

To *

From *

boundary

{incomplete, disjoin}

To *

From *

*
1

Depender

*1

Dependee

Fig. 4.3 i* language meta-model (Xavier et al. [67])
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The representations of the dependency relations depicted in SD models are
not as detailed as those represented in SR models. SR diagrams represent a
more elaborate view of actors’ intentional elements (Goal, Soft-goal, Task, and
Resource). In order to do that, the intentional elements inside the SR model
are refined accordingly using three types of links (1) Means-end links which
indicates a relationship between an end, and a means for attaining it. The
“means” is expressed in the form of a task, since the notion of task embodies how
to do something, with the “end” is expressed as a goal. (2) Task-decomposition
link to describe a task and its component. A task can be decomposed into
different types of intentional elements. (3) Contribution link to describe how
intentional elements can contribute (Make, Some+, Help, Unknown, Break,
Some-, or Hurt) to the satisfaction of a soft-goal. Figure 4.3 shows a UML class
diagram representing the i* language.

Based on the core concepts in i* language, two main frameworks, Tropos
and iStar 2.0 have been introduced for a better representation and usage.

4.4 iStar 2.0

iStar 2.0 is an updated version of i* language, introduced by Dalpiaz et al. in
2016 [42]. According to the authors, there are some drawbacks of i* language
that make it hard to be spread outside the experts’ community. First, it is
hard for newcomers to learn the intricacies of the language. Second, there is
not any shared body of knowledge for the educator to teach. Thirdly, there is
not any established reference for using i* in practitioners’ projects, and finally,
it is hard for technology providers to determine which are the core constructs
to be implemented and the techniques to apply on top of those constructs.

The i* research community later started to identify a widely agreed-upon
set of core concepts in the i* language to solve the aforementioned problems.
To build a solid, unified basis for teaching and conducting research with i*, the
community discussed this language in several meetings and discussions started
from October 2014 until May 2016. The result of this two-year community
effort is iStar 2.0 which is claimed to improve consolidation, simplicity, accuracy,
usability, expressiveness, extensibility, and teachability. Figure 4.4 illustrates
the meta-model of iStar 2.0.

There are obviously some differences between i* and the newest version iStar
2.0 which can be summarized in Table 4.1. Some concepts (nodes and links) in
i* are omitted or replaced, and some new others are introduced in iStar 2.0.

iStar 2.0 also introduces another type of model view called Hybrid in addition
to the existing model views (SD and SR) in i*. In this Hybrid view, the
representation is flexible and can be defined accordingly. For instance, it can be
used to combine SD/SR views where we want to focus on the strategic rationale
of a particular set of actors, but not all. It can also be used to show only actors
and actor links or to show only the functional view by hiding all the qualities,
contribution and restriction links, etc.
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Table 4.1 Comparison between i* and iStar 2.0 (Dalpiaz et al.[42])

Nodes and links i* iStar 2.0 Comment
Actors General actors General actors

Roles, positions,
agent

Roles, agent

Actor links
is-a is-a
is-part-of, plays,
occupies, cover

participated-in iStar 2.0 simplify
i* with a generic
relationship that
may be applied
among two actors
of many types

INS - Agent can only
be an instance in
iStar 2.0

Intentional elements Goal, task, re-
source

Goal, task, re-
source

Soft-goal Quality They move from
hard/soft goal
dichotomy as
the distinction
between the
concepts is based
on the level
of satisfaction
which is varied
in practice

Intentional elements links
Means-end, task
decomposition

Refinement A single rela-
tionship for
simplicity, dif-
ferent semantic
depends on the
connected ele-
ments and the
logical connec-
tors AND/OR

Contribution Contribution
Qualification,
Neededby

New relation-
ships to link
goal/task to qual-
ities/resource,
respectively
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14 F. Dalpiaz, X. Franch, and J. Horkoff

8 Metamodel

The metamodel for iStar 2.0 is shown in Fig. 14. The concepts and relationships
in the metamodel have been explained and illustrated in the previous sections. We

{xor}
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Fig. 14. Metamodel of iStar 2.0

describe a number of integrity constraints that explain more detailed constraints
on the models that the iStar 2.0 metamodel allows:

– The is-a relationship applies only between pairs of roles or pairs of actors;
– There should be no is-a cycles;
– There should be no participates-in cycles;
– A pair of actors can be linked by at most one actor link: it is not possible to

connect two actors via both is-a and participates-in;
– In a dependency D, if the dependerElmt x exists, then the actor that wants

x is the same actor that is D’s depender ;
– In a dependency D, if the dependeeElmt y exists, then the actor that wants

y is the same actor that is D’s dependee;
– The depender and dependee of a dependency should be different actors;
– For a dependency, if a dependerElmt x exists, then x cannot be refined or

contributed to;
– The refinement relationship should not lead to refinement cycles (e.g., G OR-

refined to G1 and G1 OR-refined to G, G OR-refined to G, etc.);
– The relationships between intentional elements (contributesTo, qualifies, need-

edBy, refines) apply only to elements that are wanted by the same actor;

Fig. 4.4 iStar 2.0 meta-model (Dalpiaz et al.[42])

4.5 Tropos

Tropos is an agent-oriented software engineering (AOSE) methodology that
covers the whole software development process proposed by Castro et al. [33].
Tropos proposed goal-oriented modeling techniques to capture and analyze both
business and system requirements, risk and security, and (social and geographic)
location requirements based on Eric Yu’s i* modeling framework [164]. The
Tropos methodology supports four phases of software development as follows:

1. Early requirements: It is the phase that the organizational model is
created. This model is concerned with the understanding of a problem by
studying the organizational context within which the system-to-be will
eventually function. This model includes stakeholders, relevant actors,
their respective goals, and how they depend on each other to fulfill their
goals, to perform their plans, and to provide the resources. The outcome
of this early requirements phase includes two main diagrams: the actor
diagram and the goal diagram where the latter is a refinement of the
former with emphasis on the goals of a single actor;

2. Late requirements: It is the phase where the system-to-be is described
with a definition of the functional and non-functional requirements of the
system-to-be within its operational environment. To do that, the system-
to-be is treated as one actor which has a number of dependencies (can be
a depender or a dependee) with the other actors of the organization. The
requirement state changes from “early” to “late” when these dependencies
are defined;
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3. Architectural design: it is the phase where the system’s global architecture
is defined in terms of subsystems, interconnected through data, control,
and other dependencies. Since the fundamental concepts of Tropos archi-
tectures are intentional and social, subsystems and system components
are represented as actors and their dependencies to other system compo-
nents are social, rather than procedural/structural. By this mean, system
components need to have the ability to monitor dependencies to other
actors and if any dependencies cannot be fulfilled, system components
need to be able to cancel the dependencies and replace them with new
ones, through planning, negotiation, etc.;

4. Detailed design: it is the phrase where the specification of actor commu-
nication and behavior is defined in further detail. Agents’ goals, beliefs,
and capabilities are specified in detail, along with the interaction between
them.

As Tropos is a methodology which was proposed based on i*, their concepts
and relationships are mostly the same. The primary difference of the Tropos goal
model with i* is the possibility to decompose goals (AND/OR) in Tropos. The
concepts related to the goal diagram in the Tropos meta-model are illustrated
in Figure 4.5.404 Informatica 29 (2005) 401–408 A. Susi et al.
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Figure 3: The UML class diagram specifying the concepts related to the goal diagram in the Tropos metamodel.

the papers between PC Member and Reviewer,
as shown in Figure 1. The goal assign papers
to reviewers is decomposed in two subgoals:
send the papers, that is operationalized as send
papers by e-mail, and select reviewers
decomposed in verify the competences and
verify conflicts. This latter represents the “Why”
for the resource dependency conflicts between the PC
Member and the reviewer. Moreover, the fulfillment
of these two sub-goals can contribute positively to the
fulfillment of the softgoal be fair in the review
assignment as described by the positive contribution
relationships in the diagram.

4 Metamodel Extension
Secure Tropos has been proposed in [16] as a formal frame-
work for modelling and analyzing security. It enhances
Tropos introducing four new concepts and relationships
behind Tropos dependency: trust, delegation, provision-
ing, and ownership. The basic idea of ownership is that
the owner of a resource (goal or plan) has full authority
concerning access and disposition of his resource (goal or
plan). The distinction between owning a resource makes
it clear how to model situations in which, for example, a
client is the legitimate owner of his/her personal data and a
Web Service provider that stores customers’ personal data,
provides the access to her/his data. We use the relation for
delegation when in the domain of analysis there is a formal
passage of authority (e.g. a signed piece of paper, a dig-
ital credential is sent, etc.). The trust relations have their
intuitive meaning among agents, namely the believe of an
agent that the actor does not misuse some resources.

Figure 5 shows the the new part of the Tropos metamodel
concerning trust and ownership. An actor (the truster)
trusts another actor (the trustee) about the achievement

of a goal, the fulfillment of a plan or the delivering of a
resource. The content of the trust relationship is called
trustum. An actor can be the owner of a resource, a plan
and goal and he/she has authority concerning the use of the
resource, the execution of the plan and achievement of the
goal, respectively.

Actor   Trust  

Goal Plan Resource

truster

trustee

1

0..n

0..n

trustum

0..1 0..1 0..1

1

{XOR}

trustum1 1 1 trustum

0..n 0..n 0..n

1 ownedBy

owns owns owns

Figure 5: The Tropos metamodel related to the concept of
Trust.

The metamodel describing delegation relationships is
basically identical to the metamodel for the dependency re-
lationship as presented in Figure 1. The delegater delegates
the delegatee for the achievement of a goal, the execution
of a plan or the delivering of a resource. As for the depen-
dency relationship, it is also possible here to specify the
reason (why) of a delegation.

We have shown in [17] how the original concept of Tro-
pos dependency can be expressed in terms of trust and del-
egation. Roughly, when an actor depends on another actor
to achieve a goal (to fulfill a task or to deliver a resource),
it is implicitly intended that the actor trusts the other actor
and delegates it for such activities. A precise formalization
of dependency refinement in terms of trust and delegation
has been presented in [17].

Figure 6 presents an example of application the ex-

Fig. 4.5 Tropos meta-model for the concepts related to the goal diagram (Susi
et al. [149])

4.6 Conclusion

Socio-intenional modeling allows us to fill the gap in the spectrum of conceptual
modeling languages by focusing on the intentional (why) and social (who)
dimensions. The analysis that focuses on socio-intentional aspects allows us to
understand the dependencies between various team members and to clarify the
motivations, intents, and rationale behind their activities.
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In this chapter, we have reviewed five modeling frameworks considered to be
the most well-known that can represent either goal or social dimension. Among
them, 3 (KAOS, NFR, i*) were proposed with their own representations as well as
the methodologies on how to build the model effectively. iStar 2.0 is the extended
version of the i* modeling framework. Tropos is a methodology that explains
how to use i* modeling framework to capture and analyze the requirement.
Despite some similarities within these frameworks, they are used for emphasizing
different aspects. KAOS provides a continuum between the problem description
and the expected solution description. The methodology and representations in
this framework allow describing the requirements of system-to-be, how to build
it correctly, and who is responsible for each requirement. On the other hand,
NFR focuses on how to describe non-functional requirements (also known as
soft-goal) and identify techniques to achieve these soft-goals. Similar to the two
previous frameworks, i* modeling also allows describing system requirements. In
addition, i* provides extra representations and techniques that allow describing
the dependency between actor, goal, resource, and task in order to achieve
goals. iStar 2.0 is the most updated version of i* which is claimed to improve
consolidation, simplicity, accuracy, usability, expressiveness, extensibility, and
teachability of the original version. At the same time, iStar 2.0 also introduces
another model view called hybrid which gives a broader way to build the
socio-intentional model. Finally, Tropos proposes a methodology based on
the representation in i* modeling framework to capture business and system
requirement that supports four phases of software development.
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Socio-Intentional Framework for Agile
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Chapter 5

Agile Manifesto and Practices Selection:
a Systematic Literature Review

The fundamental core of an agile method should be well understood before
deciding on which parts of the method to adopt. The quickest way to do so is by
understanding the Agile Manifesto. We have observed however that, in practice,
agile practitioners do not dedicate the necessary attention to the manifesto and
directly aim at a specific agile method or practice. This has led us to question
the role of the Agile Manifesto in tailored agile methods adoption.

This chapter aims at understanding and verifying the relation between the
Agile Manifesto and agile practice selection. To this end, we carried out a
systematic literature review (SLR) to answer four research questions related
to tailored agile method adoption i.e., the perception of the Agile Manifesto
in adopting tailored agile methods, and what are the influences, relevance
of the manifesto in meeting the team’s problems, expectations, and benefits.
This chapter is structured as follows. First, we explain the research context
in this chapter in Section 5.1. We then discuss some related works in Section
5.2. Our research methodology, including details on research questions, search
strategy, and data extraction is discussed in Section 5.3. Then, the results of
our literature review are presented in Section 5.4 followed by the threads to
validity in Section 5.5. In Section 5.6, we address the limitations of this chapter.
Finally, our conclusion and findings are summarized and discussed in Section
5.7.

The content of this chapter is mainly taken from our article published in the
International Conference on Product-Focused Software Process Improvement
(PROFES - 2018) proceeding [84].

5.1 Introduction

Representatives from eXtreme Programming (XP), Scrum, Dynamic Systems
Development Method (DSDM), Adaptive Software Development (ASD), Crystal,
Feature-Driven Development (FDD), and Pragmatic Programming met in 2001
to discuss and establish common ground for an alternative to structured and
traditional heavy software development life cycles. They eventually emerged
with a manifesto for Agile Software Development, commonly known as the
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Agile Manifesto (http://agilemanifesto.org/), defining values and principles to
be respected to be defined as agile.

No method can, of course, be a one-size-fits-all solution. Likewise, simply
choosing a particular agile method and following every rule is also inconsistent
and inefficient. Instead, software Development Team apply agile methods
differently, i.e., depending on their problems, resources, and goals or expectation
[5]. For instance, the Development Team will choose to adopt concepts and
building blocks that are the most suitable to them based on their specific
situation, goals, problems, constraints, etc. This selection makes the method
more adherent to the development context; it is known as software methods
tailoring [61].

Choosing agile concepts, or more concretely agile practices, to adopt requires
sufficient knowledge of the concepts and the impacts these could have on the
team. Understanding all the details of agile concepts could be a time-consuming
and complicated task so that many approaches have been proposed in order to
simplify agile methods tailoring.

One of the interesting topics in agile methods tailoring is the relation and
straight-forward interpretation between each agile practice and agile values or
principles [9, 18, 77, 83, 94, 100, 138]. On this basis, different ideas for agile
methods tailoring have been suggested. For instance, Ahmed and Sidky [9]
proposed the road-map to adopt agile practices based on five values, considered
as the most essential to agility. According to Madi et al. [100], knowing the
most important values is the key to follow the best set of practices as agile
values are fundamental. They analyzed papers and books to explore the key
agile values and the relationships between them. Our previous works [83, 86]
illustrated the strong relationship between the Agile Manifesto (values and
principles) and agile practices, together with an approach for practices selection
using an intentional modeling framework.

Even though the ideas seem so rational and reliable, to the best of our
knowledge no formal verification on the relation between agile practices and
values or principles has been performed yet. Their relations were based on the
assumptions or beliefs of authors. Moreover, although their relations have been
supported by many researchers, we have observed that agile practitioners do
not seem to agree that Agile Manifesto is important for the adoption of the
agile method. In many cases [12, 16, 26, 48, 140], Development Teams do not
dedicate any effort to understanding any agile value or principle before adopting
any agile method. They simply adopt the specific agile methods or practices
which have been known as popular and follow the prescribed process. In other
words, practitioners nowadays are “doing agile” more than “being agile”. While
these two concepts sound similar, they describe two different ways practitioners
adopt agile methods. “Doing agile” means adopting the practices by focusing
only on the process, tool, and technique without understanding the values and
principles behind them. On the other hand, “being agile” means adopting the
agile practices by comprising the internal processes of the individual, which
reflect the personal being in the agile context. “Being agile” focuses on the way
of thinking of an individual towards agile values and principles [51, 123]. This
observation is corresponding to the claim that “Agile is Dead” raised by Dave
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Thomas, one of the Agile Manifesto authors [154]. According to the author, the
word “agile” has become meaningless as none of the things practitioners are
doing are in the spirit of the Agile Manifesto and they no longer use an “agile
mindset” as a guide to what is useful in their practice.

These reasons motivated us to study and verify, from a statistical point of
view, the relation between the agile values, principles and practices in tailored
agile methods adoption, by means of a systematic literature review. Indeed,
value and principle are subjective concepts that vary greatly from one method
to another. Gathering all the values and principles in literature and categorizing
them would require enormous time and effort. We leave thus this question for
future research. Also, we aim to ease the selection process, having a limited
number of concepts would definitely be helpful and efficient. Consequently, we
decided to focus on the fundamental 4 values and 12 principles defined in the
Agile Manifesto.

In this chapter, we conducted a systematic literature review to extract key
information from the case studies such as: (1) How has the Agile Manifesto and
its importance been discussed in tailored agile methods adoption? And (2) Can
the Agile Manifesto and agile practices selection be related? We believe that
this study will help to enhance the value of the fundamental ideas of the Agile
Manifesto and make its importance more obvious to the community.

5.2 Related Work

Over the last decade, many agile methods have been proposed based on the
Agile Manifesto to meet specific requirements and situations. For instance,
Scrum is proposed with the objective to put more focus on project management
organization while XP is designed to be more responsive to customer requirement
changes [105]. Although agile methods are flexible, they may not be easy to
adopt. To ease the process, various meta-models have been proposed [56, 97,
105, 135, 139, 162, 163], serving as a road-map for agile adoption. We note, for
instance, the situational method framework [135], development process [105],
goal-oriented meta-model [56, 97], Agile Unified Process [10], Goal-Net theory
[139], etc.

Another research direction focusing on selecting agile practices during adop-
tion is agile methods tailoring [5, 9, 32, 57, 90, 100]. Campanelli and Perreiras
[32] analyzed methodological and practical aspects of research on tailored agile
methods and the criteria used for agile methods tailoring. Their results show
that practice selection is based on the internal environment such as project
type, communication, culture and management support, and objectives. Qumer
and Henderson-Sellers [121] also acknowledged the impact of organizational
culture and technical aspects. Abbas et al. [5], Esfahani et al. [57], Kurapati et
al. [90] and Madi et al. [100] provided a formalized answer on how to select
agile practices for tailored agile methods adoption but admitted that no final
academic solution was found on practice selection in tailored agile methods
adoption.

Alongside the aforementioned approaches that depend mainly on the business
goals, the culture and the resources of the organization, there exists a new group
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of methods based on agile values and principles [9, 83, 100]. Madi et al. [100]
identified 10 key agile values and show how frequently they were mentioned
in the literature. Their identified agile values are: flexibility, customer-centric,
working software, collaboration, simplicity, communication, natural, learning,
pragmatism and adaptability. According to them, these 10 values constitute
the most important influence on practitioners in practice selection. The Sidky
Agile Measurement Index (SAMI) [9] showed the adoption of agile practices
based on an agile maturity model. SAMI is a 5-step road map to guide
adopting teams based on five values considered essential to agility: (level 1)
enhancing communication and collaboration; (level 2) delivering software early
and continuously; (level 3) developing high quality, working software in an
efficient and integrated manner ; (level 4) respond to change through multiple
levels of feedback; and (level 5) establishing an environment to sustain agility.
SAMI is not based on any specific agile method such as XP, Scrum or Crystal,
but instead, uses agile values and principles to define the path to agility.
However, the framework was built just based on assumptions of the author
as mentioned in [9]. Lee and Yong [94] also claimed that each agile practice
should help accomplish agile principles in a method and can be grouped into
management practices, software process practices, and software development
practices. Similarly, we defined in [83, 86] the relation between agile value,
principle and practice in the goal perspective where principle contributes to value
and practice is used to achieve the principle. We also proposed a framework
which can be used to help to select practices. In all these references, agile
value and principle are seen, directly and indirectly, as the set of goals that the
Development Team needs to achieve in order to be agile and practice is used to
help them accomplish these goals.

Motivated by these methods, we strongly believe that there is a relation
between agile value, principle and practice from a goal perspective. In other
words, when it comes to selecting agile practice, by understanding the Agile
Manifesto, practitioners should be able to effectively and quickly distinguish
the outcome of different practices more easily. Although such idea has been
confirmed by many researchers [9, 83, 94, 100], its usefulness in supporting a
practitioner to select an agile practice remains unclear.

Many SLRs have been performed with respect to many different aspects in
agile methods, from the general concept such as [6, 40, 55] to the specific topics
like [32, 75, 132]. Among all, the more closely related to our work is [32], a
systematic literature review of 56 research papers on agile methods tailoring. It
provides detailed literature on agile methods tailoring and a deep understanding
of how the researches on agile methods tailoring were conducted. The authors
identified also the research community view on agile method tailoring, and the
research gaps on the theme. The result, however, does not prove anything about
the relation between agile value, principle and practice.

5.3 Research Methodology

In this chapter, we adopt an SLR approach [82] to study and verify the relation-
ships between the Agile Manifesto and agile practices, in the context of tailored
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agile methods adoption. An SLR allows us to adopt a formal and systematic
approach to identify, select and synthesize recent literature relevant to our
research questions [82]. It consists of defining (1) research questions, (2) search
strategy, (3) study selection, (4) data extraction, and finally (5) data analysis.
Each step will be explained hereafter. Figure 6.2 illustrates the process we have
followed.

(4) Data Extraction

(5) Data Analysis

and Results

(1) Define Research

Questions (RQs)

Define Search Terms

Define Data Source and

Search Criteria

Abstract-based

Selection

Early Selection

Define Criteria Selection

Full-text Screening

Selection

Criteria

Fig. 5.1 Research protocol.

5.3.1 Research Questions

The main aim of this chapter is to confirm the relationship between the Agile
Manifesto and agile practices, more specifically whether or not the Agile Mani-
festo (i.e., the 4 values and 12 principles) is still the core concept that teams
should understand before choosing an agile practice or method to adopt. To
answer this, we have formulated two fundamental Research Questions (RQs) in
this chapter:

5.3.1.1 RQ1: How has the Agile Manifesto and its importance been
discussed in tailored agile methods adoption?

This first question is to verify whether or not the Agile Manifesto has lost its
attention and importance. Answering this question allows us to know about
the state of the art of the Agile Manifesto from a practitioner’s point of view; it
includes:

• RQ1.1: How often has the Agile Manifesto been discussed by agile practi-
tioners during their adoption?

• RQ1.2: In which manner has the Agile Manifesto been discussed, as a
whole or only part of it, just as a reminder or in detail?
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• RQ1.3: Has the Agile Manifesto been recognized as important by practi-
tioners for their adoption or not? If it has, how often and how has it been
described?

5.3.1.2 RQ2: Is the Agile Manifesto related to agile practices selec-
tion?

This question verifies whether or not there exist relations between the Agile
Manifesto and practices, as mentioned by many researchers. As pointed out
in the related work (see Section 5.2), agile values and principles have been
regarded as a set of goals to achieve for a method to be agile. This set of goals
is said to be accomplished by adopting agile practices.

We seek to answer this question by comparing the Development Team’s
goals of adopting agile methods with what is described in the Agile Manifesto.
The results would allow us to confirm whether or not the Agile Manifesto could
be related to agile practice selection, from the practitioner’s point of view.

Based on our observation, Development Team’s goals in adopting tailored
agile methods can be described in three situations: (1) sometimes, Development
Teams decide to change their development process based on problems they
encountered. Their goal is to solve these problems by using a set of agile
practices or methods; (2) in some other cases, problems are not the root cause of
the adoption. Knowing that agile methods are the most popular nowadays, some
Development Teams decide to follow them with the hope of improving their
current processes. They have their predefined goals or expectation to achieve
by adopting specific agile practices or methods; (3) regardless of the problem
to solve or the expectation to fulfill, in many cases, result from adopting agile
methods are described as benefits. These benefits can be seen as accomplished
goals.

Hence, in order to know whether or not the Agile Manifesto could be related
to agile practice selection, we defined three other sub research questions:

• RQ2.1: Is the Agile Manifesto relevant to the team’s problems that led to
tailored agile methods adoption?

• RQ2.2: Is the Agile Manifesto relevant to the team’s expectations from
tailored agile methods adoption?

• RQ2.3: Is the Agile Manifesto relevant to the team’s benefits of tailored
agile methods adoption?

If the Development Team’s goals of agile methods adoption in most situations
are relevant to the Agile Manifesto, then the description in the manifesto can still
cover the core goals of this methods creation. Understanding the Agile Manifesto
would allow the Development Team better defining their goals in adopting agile
methods and consequently better selecting the set of agile practices.
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5.3.2 Search Strategy

5.3.2.1 Search terms.

Our objective is to understand the importance of the Agile Manifesto in tailored
agile methods adoption. Software method tailoring is the process that makes the
method more adherent to the development context [61]. Various terms are used
in the literature as a synonym for tailor, i.e., partial, customize, and practice
selection [5, 14, 56, 83, 90]. Based on the research questions, we defined search
terms as the combination of various words referring to tailored agile methods
including partial, tailor, customize, practice selection and the name of the most
popular agile methods (according to the 11th VersionOne survey [160]). Since we
want to find out the expectations/goals of adopting agile methods, we thus also
added the word “goal” into the search terms. We summarize the search terms
as follows: “(Agile OR Scrum OR XP OR Kanban OR ScrumBan OR Lean
OR DSDM OR AgileUP OR FDD OR Iterative Development) AND ((practice
AND select) OR tailor OR customize OR partial OR adopt OR expectation OR
goal)”.

5.3.2.2 Search Engines and Search Criteria.

We only consider formal data sources, i.e., papers that were published in peer-
reviewed conferences and journals from the four well-known digital libraries in
the field of software engineering: IEEEXplorer (http://ieeexplore.ieee.org), Sci-
enceDirect (http://sciencedirect.com), SpringerLink (http://link.springer.com)
and ACM Digital Library (https://dl.a cm.org). We did not consider GoogleScholar
since it provides also unpublished and non-peer-reviewed papers.

For each search engine, we used advanced search options to ensure our
dataset quality. In general, we set the publication years between 2000 and 2017,
the field of Software Engineering, and the search terms matching the title of the
paper, keywords, or abstract. We found 13125 papers in total: 1722 papers in
IEEE Xplorer, 526 papers in ScienceDirect, 9053 papers in SpringerLink, and
1824 papers in ACM Digital Library (see Figure 5.2).

5.3.3 Study Selection

We defined a 3-step paper selection process due to the number of papers found:
Early Selection, Abstract-based Selection and Full-text Screening Selection. Each
step, described in the following subsections, has well-defined selection criteria.
Figure 5.2 provides the results of selected papers of each step.

5.3.3.1 Early Selection.

The goal was to have a consistent list of papers. All the search results were
merged into a single file listing 13125 papers in total. We then eliminated
redundant papers or papers not published in the 2000-2017 period. This step
allowed us to discard about two-thirds of the papers to finally retain 4361
papers.
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Fig. 5.2 Papers selection.

5.3.3.2 Abstract-based Selection.

The goal was to determine whether or not the article relates to our research
questions based on its abstract which was carefully read by three reviewers.
Before we started the real selection process, we defined and refined several times
criteria for inclusion and exclusion to gather the maximum possible relevant
articles and effectively reject irrelevant papers. The final criteria are summarized
in Table 6.1:

We used Covidence (www.covidence.org), a collaborative tool for facilitating
the SLR process.

To get started, we needed to upload the title and abstract of the 4361 papers
into Covidence. However, since SpringerLink and the ACM Digital library do
not allow downloading multiple abstracts at once, we therefore developed a
third-party program for help. We then started the review process.

Each reviewer read the title and abstract of each paper and voted individually
(Yes/No/Maybe) based on the above criteria. Papers with three ‘Yes’ votes
were included for the next step, those with three ‘No’ votes were eliminated
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Table 5.1 Inclusion and exclusion criteria for Abstract-based selection.

Inclusion criteria Exclusion criteria
- Tailored/partial/customized agile
methods or agile practices selection;

- Agile usage/implementation/
adoption not for software develop-
ment;

- Empirical/research on adopting
agile methods for software develop-
ment;

- Agile usage in theory;

- Literature review/survey on agile
framework;

- Simulation model;

- Challenge/issue in agile methods
adoption;

- Article from workshops;

- Approach, model, framework, in-
troduction or guide to agile methods
adoption;

- Use of a specific practice/technique
(daily meeting, pair programming,
etc.);

- Integration of agile methods to
other methods;

- Agile method which has not been
introduced in one of the most popu-
lar agile methods

- Transformation from other to agile
methods;
- Agile practices usage.

and papers with three ‘Maybe’ or conflicted votes were solved by a face-to-face
discussion. 433 papers were selected for the next step.

5.3.3.3 Full-text Screening Selection.

The goal was to do a full-text screening of each paper and determine if it
still relates to our research questions. We followed the same process as in the
previous step and used the same tool.

First, we downloaded manually the full-text in PDF format and uploaded
it to Covidence. 399 papers were successfully uploaded, and 4 papers were
rejected for technical and format reasons. In addition to the abstract-based
selection, we extended our inclusion criteria to the real case study which:

• describes the influence of agile value or principle over agile methods or
practice selection;

• describes how they adopt some set of practices or methods based on their
problems or expectations;

• describes the benefits they gained from adopting some set of agile practices
or agile methods.

As long as one of the criteria is found, the article is included. In the end,
383 papers were eliminated and only 51 papers were selected in this study.
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5.3.4 Data Extraction

Each paper was read carefully and data was extracted by only one reviewer.
We divided the 51 papers into three sets and each reviewer took care of one set.
For each paper, we extracted the following information:

• Conference or Journal name and year of publication: It allows us
to determine if the dataset is representative for our study;

• Type of agile: It allows us to know in which environment the tailored
agile methods are adopted;

• Type of institution: It allows us to know in which sector agile methods
are tailored and adopted;

• Mention about Agile Manifesto: It allows us to answer RQ1.1 and
RQ1.2. We denoted the findings as ‘Yes’ when the paper explicitly
mentioned the word Agile Manifesto and we extracted values or principles
and denoted them otherwise;

• Agile Manifesto influence on partial agile adoption: Basically, we
tried to find a clear statement of influence by the authors. We denoted
‘Yes’ if the author simply refers to ‘Agile Manifesto’ as influential, or we
extracted the values and principles if any of them were described as the
influence. It allows us to answer RQ1.3;

• Problem: We read very carefully to understand the cause behind the agile
methods tailoring. For any mentioned problem that led to agile practices
or methods adoption, we extracted the specific statements without any
modification and stored them in a list. Mapping this list to the 4 values
and 12 principles of the Agile Manifesto allowed us to determine whether
or not the Agile Manifesto is relevant to the team’s problems and to
answer RQ2.1;

• Expectation: We followed the same process for extracting problems.
Instead of looking for the team’s problems, we tried to understand their
expectations from specific practices or agile methods before the adoption.
This allows us to answer RQ2.2;

• Benefit: Again the same process was followed. Instead of looking for
the team’s problems, we tried to understand the team’s benefits after the
adoption. This allows us to answer RQ2.3.

5.4 Results

As seen in Figure 5.3, we found that more than 60% of the selected papers were
published in the field of agile methods and highly ranked conferences (A- or
B-based on Core Portal Conference — http://portal.core.edu.au/conf-ranks/)
including ICSE, HICSS, XP, AGILE, and PROFES. In addition, most of these
papers were published less than 10 years ago. We also noticed that more than
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70% of the studies in the dataset were conducted in IT companies while the
rest were in the IT sector of a non-IT company. Furthermore, it is noticeable
that agile methods are tailored and used mainly in a normal agile environment
(51%), distributed environment (23%), and Scaled Agile (8%). As a result, we
can conclude that our dataset is representative for our study.
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Fig. 5.3 Dataset information.

5.4.1 RQ1: How have the Agile Manifesto and its influence been
discussed in tailored agile methods adoption?

Figure 5.4 summarizes the result of our analysis from the 51 papers.
Overall, 51% (26 papers) of the papers mention the Agile Manifesto when

evoking the tailored agile methods adoption (see Figure 5.4.a). Furthermore,
all the papers do not discuss the Agile Manifesto in the same way. 38% of them
(10 papers out of 26) simply mention the word “Agile Manifesto” without even
referring to neither a value nor a principle. The other 38% refer to only the
values, 12% (3 papers) refer to only the principles and the rest 12% refer to
both values and principles (see Figure 5.4.b).

Concerning the influence of the Agile Manifesto on tailored agile methods
adoption (see Figure 5.4.c), it is only discussed in 14 papers among which 11
papers (42%) acknowledge it with a clear explanation while the other 3 (12%)
only acknowledge without further details.

The result of RQ1 shows that the interest of the Development Team in
understanding the Agile Manifesto is not significant. Overall, out of 51 case
studies, 51% talk about it while only 21% (11 papers) acknowledge its influence.
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Fig. 5.4 The influence of the Agile Manifesto in tailored agile methods adoption.

5.4.2 RQ2: Is the Agile Manifesto related to agile practices selec-
tion?

To answer RQ2, our intuition was to compare the problems, expectations, and
benefits extracted from the 51 selected papers with the Agile Manifesto, i.e.,
the 4 values and 12 principles. Since we had already provided the mapping
among the 4 values and 12 principles in [86] (see Table 5.2), we only compared
them (problems, expectations, and benefits) with the 12 principles.

From the data extraction process, we gathered 3 lists of statements, one for
the problems1, one for the expectations2, and one for the benefits3. As a result,
we have 42 statements describing problems, 155 statements describing expected
results, and 205 statements describing benefits.

The mapping process was carried out manually by one author and double-
checked by another, in the form of a Cartesian product. This means that for each
list, we compared every statement to the 12 principles of the Agile Manifesto.
They are mapped when they have a close relation to one another. For instance,
the problem “delivery pains” is closely related to both Principle_6 “Our highest
priority is to satisfy the customer through early and continuous delivery of
valuable software” and Principle_7 “Deliver working software frequently, from a
couple of weeks to a couple of months, with a preference to the shorter timescale”.
This problem is thus mapped to both the Principle_6 and the Principle_7.
The result of the mapping is exposed in Figure 5.5.a. Figure 5.5.b provides the
mapping of problems, expectations, and benefits to the 4 values. The number of
problems, expectations, and benefits, which were mapped to the values, is the
result of the union between the different principles contributing to each value.

1Problems were extracted from 12 papers that described the problems they encountered
which led them to tailored agile adoption.

2Expectations were extracted from 27 papers that discussed the team’s expectations.
3Benefits were extracted from 37 papers that discussed the benefits of tailored agile

methods adoption.
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Table 5.2 Mapping agile values and principles.

Value Principle

Principle_5: Build projects around motivated individuals. 

Give them the environment and support they need, and trust 

them to get the job done.

Principle_6: The most efficient and effective method of 

conveying information to and within a development team is 

face-to-face conversation.

Principle_8: Agile processes promote sustainable 

development. The sponsors, developers, and users should be 

able to maintain a constant pace indefinitely.

Principle_11: The best architectures, requirements, and 

designs emerge from self-organizing teams.

Principle_12: At regular intervals, the team reflects on how to 

become more effective, then tunes and adjusts its behavior 

accordingly.

Principle_1: Our highest priority is to satisfy the customer 

through early and continuous delivery of valuable software.

Principle_3: Deliver working software frequently, from a 

couple of weeks to a couple of months, with a preference to 

the shorter timescale.

Principle_7: Working software is the primary measure of 

progress.

Principle_10: Simplicity--the art of maximizing the amount of 

work not done--is essential.

Value3: Customer collaboration 

over contract negotiation
Principle_4: Business people and developers must work 

together daily throughout the project.

Principle_2: Welcome changing requirements, even late in 

development. Agile processes harness change for the 

customer's competitive advantage.

Principle_9: Continuous attention to technical excellence and 

good design enhances agility.

Value1: Individuals and 

interactions over processes and 

tools

Value2: Working software over 

comprehensive documentation

Value4: Responding to change 

over following a plan

The final lists of problems, expectations, benefits, and the result of mapping
with Agile Manifesto are available online at https://goo.gl/rrghEH.

The correlation ratio between the Agile Manifesto and agile methods adop-
tion goal (problems, expectations, and benefits) is defined by the number of
problems, expectations, and benefits that can be mapped to at least one agile
principle over the total number we found. For instance, 40 out of 42 problems
can be mapped to at least one of the principles. The correlation ratio between
problems and the Agile Manifesto is thus 95%.

5.4.2.1 RQ2.1: Is the Agile Manifesto relevant to the team’s prob-
lems that led to tailored agile methods adoption?

As seen in Figure 5.5.a, most of the problems (95%) can be mapped to the 12
principles. The top line in Figure 5.5.a shows the distribution of problems in
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Fig. 5.5 Mapping of problems, expectations and benefits with Agile Manifesto.

line with related principles. The three most relevant ones are Principle_10,
Principle_11, and Principle_12. The reason is that most problems faced by
the Development Team are customer-based and the change-oriented ones that
motivate tailored agile methods adoption. Four principles are not mapped with
any problem. However, at the value level, we can see in Figure 5.5.b that all
the values are relevant.

We can summarize that the Agile Manifesto and the team’s problems
are closely related to one another. However, the number of problems is not
significant; it leads us to conclude that problems faced by the Development
Team are not the main reason for tailoring agile methods for adoption.

5.4.2.2 RQ2.2: Is the Agile Manifesto relevant to the team’s expec-
tations from tailored agile methods adoption?

We extracted 155 expectations in total from the selected papers. Figure 5.5.a
(second row) and Figure 5.5.b present the detailed statistics of agile principles
and values respectively. The majority of the expectations (80%) can be mapped
to at least one principle. The three most relevant principles are Principle_6,
Principle_7, and Principle_9 which contribute to Value2 “working software
over comprehensive documentation” i.e., having a working software is always
what people expect the most. More precisely, Principle_6 and Principle_7
describe a very similar idea on software delivery and thus they both have slightly
different numbers of “expectations”. At the value level, Value1 “Individual and
interaction over process and tool” is the most relevant. In contrast to the
“problems” section, Principle_11 and Value4 are the least relevant. While the
differences between the two most relevant values (Value1 and Value2) are not
significant, a big gap exists between the most and the least relevant values
(Value1 has 60 related expectations and Value4 just 21).

Briefly speaking, we can conclude that the Agile Manifesto is relevant to
the team’s expectations when tailoring agile methods for adoption. However,
agile principles are not all equally important. This corresponds exactly to the
motivation of tailored agile methods adoption, i.e., adopting only the most
relevant principles or practices instead of full adoption.
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5.4.2.3 RQ2.3: Is the Agile Manifesto relevant to the team’s bene-
fits of tailored agile methods adoption?

The mapping results between the benefits extracted from the papers and the
elements of Agile Manifesto are presented in Figure 5.5.a for the principle level
and Figure 5.5.b for the value level. We found that the majority of the benefits
(92%) could be mapped to at least one principle. At the value level, Value3
and Value1 are the most relevant among all. This proves that agile methods
allow Development Teams to improve their communication both between team
members and to customers. Globally, the number of “benefits” mapped to each
value does not change much from one value to another. Also, it is noticeable
that there is a strong correlation between expectations and benefits.

The overall results show that 95% of problems, 80% of expectations, and
92% of benefits can be mapped to principles and values of the Agile Manifesto.
It means that the Agile Manifesto is highly related to the real development of
the team’s goals in every situation: problems, expectations, and benefits.

5.5 Threats to Validity

Kitchenham [80] states that the systematic process involved in SLR is designed
to avoid bias. Thus, in every step of our SLR process, we manage the bias as
much as we can.

Starting from the data source, Kitchenham et al. [81] claims that researchers
should collect from at least 4 different sources. Inspired by this idea, we
collected our data from four different sources: IEEEXplore, ACM Digital
Library, SpringerLink, and ScienceDirect. For the keywords used in search
engines, we used multiples terminologies (synonyms) used by both researchers
and practitioners. We only consider papers published between 2000 and 2017,
since the Agile Manifesto could not be mentioned before 2000. Therefore, we
unavoidably missed some papers. However, we believe that we have retrieved a
large and representative sample for this review. Regarding the inclusion and
exclusion criteria, we defined and refined them several times before starting
the real selection to collect the maximum relevant papers and effectively reject
irrelevant ones. According to Kitchenham [80], this can greatly minimize the
possibility of bias. To address the problem of quality, in accordance with
Campanelli and Parreiras [32], we only considered peer-reviewed papers from
conferences and journals. Next, in the data extraction and classification stages,
we applied standard classifications defined in the current literature based on
shared and common definitions. We had multiple face-to-face discussions when
there were misunderstandings in some concepts.

To summarize, we have considered the internal validity of this chapter to
be acceptable. Most of the biases encountered are inherent and we aimed to
manage them as much as we could.
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5.6 Limitations

There are some limitations in this chapter caused by the biases in the SLR
process that we could not avoid.

First, there is no explicit definition of the term “quality” in our article
selection criteria. Instead, we simply assume that all conference papers/journals
reach an acceptable level of quality.

Second, there is bias in the data extraction where we tried to capture the
importance of the Agile Manifesto. Its importance was not always explicitly
mentioned but interpreted by the readers. Consequently, some data may have
been missed or misunderstood.

Finally, there is bias in the publication trends. Based on Kitchenham and
Charters [82], they refer to the problem that positive results are more likely
to be published than negative ones. In other words, very few case studies
have reported their failures in agile methods adoption. Instead, they have been
focusing more on the benefits of the adoption. There are thus many unsuccessful
cases we have missed.

5.7 Discussion and Conclusion

The primary aim of this chapter was to verify the relation between the Agile
Manifesto and agile practices selection through an SLR approach. We first tried
to find out how the Agile Manifesto has been discussed in tailored agile methods
adoption. Then, we tried to see whether or not agile practices selection can be
related to agile values or principles defined in the Agile Manifesto by comparing
them with the team’s problems, expectations, and benefits.

The result of RQ1 shows that our observation is true, the Agile Manifesto
has really lost attention from the Development Team. Among the 51 selected
papers, only about half of them (51%) mentioned the Agile Manifesto (detail
and not detail). Agile practitioners tend to follow only the rules of a specific
methodology such as Scrum, XP, etc., and completely ignore the manifesto.

On the contrary, the results of RQ2.1, RQ2.2, and RQ2.3 show that the 4
values and 12 principles of the Agile Manifesto are highly relevant to the team’s
problems, expectations, and benefits. 95% of problems, 80% of expectations, and
92% of benefits can be mapped to principles and values of the Agile Manifesto.
It means that the Agile Manifesto still covers fundamental aspects of any agile
method. Therefore, Development Teams should spend some time to understand
the Agile Manifesto before adopting any agile method including a tailored
one. In addition, as can be seen in Figure 5.5, there is a strong correlation
between expectations and benefits (except for the principles Principle_10 and
Principle_12). This high correlation can explain that, by tailoring agile methods
to meet their expectations, the team can of course obtain the benefits accordingly.

In conclusion, even though a lot of research supports the idea that the Agile
Manifesto (values and principles) allows defining the set of practices, yet software
Development Teams tend to neglect the Agile Manifesto when tailoring agile
methods for adoption. We found however that the Agile Manifesto should be
more valued and draw more attention from the Development Team; it deserves
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to be a guideline for the Development Team to tailor any agile method and
select the right features for adoption. Having a deep knowledge of the Agile
Manifesto gives advantages for better tailoring agile methods to maximize the
team’s expectations and eventually the benefits.

Finally, this study provides a more insightful validation on the relation
between the Agile Manifesto and agile practices which was always made based
on the assumptions or beliefs of the researchers. This validation can be used as
the evidence to create a more complete framework for tailored agile methods
adoption in an alternative perspective. For the next step, we aim at building
a repository through a systematic review of the empirical studies to gather
the relationships between the Agile Manifesto and each practice. Using this
repository, the practitioner can then identify easily the related practices to fulfill
fully or partially the principles and values of the Agile Manifesto.
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Chapter 8

Towards a Systematic Socio-Intentional
Framework for Agile Methods Tailoring

In this chapter, we propose a framework to analyze agile practice before the
adoption, with the help of the OBAMA-tool and modeling technique. We
start by explaining the research context, related works, motivation, and the
contributions of this chapter in Section 8.1. Each contribution is then described
in detail in the following sections. Section 8.2 discusses the first contribution
which is about finding the right socio-intentional representation to depict the
information on agile methods adoption. The notions and modeling techniques
are also highlighted. Section 8.3 describes the second contribution which is the
proposed methodology for tailoring agile methods. In every step, we explain
how to find relevant information from the tool, how to build the model, and
how to analyze agile practice. In the last contribution, we use a case of a real
software development project as an example to demonstrate how our framework
is applied in practice. This feasibility study is described in Section 8.4. Finally,
we provide a conclusion and discuss the future works in Section 8.5.

A preliminary study of our framework for agile methods tailoring is published
in Software Technologies - 12th International Joint Conference (ICSOFT - 2017)
proceeding [83]. Based on the contributions in Chapter 5, Chapter 6, and
Chapter 7, we present in this chapter a more sophisticated version of the
framework. The following content is based on our article, accepted by the IEEE
International Conference on Business Informatics (IEEE CBI - 2021).

8.1 Introduction

After years of experience with agile methods, practitioners find a growing
interest towards agile methods tailoring in order to adopt only fragments of
different methods based on different criteria. Let us imagine a scenario where
a development team wants to adopt agile methods, the right way should be
adopting only agile practice that fits their needs and context. Once agile practice
is identified, to get the expected result from the adoption, the development
team needs to have a strategy to adopt it successfully. In order to facilitate
these processes, many approaches have been proposed by focusing on different
aspects of the software development such as process, resource, and goal [11, 43,
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59, 71, 105, 133]. However, none of them focuses on socio-intentional aspects,
precisely the way team members work together to successfully adopt the agile
practice and to achieve their goals.

Prior studies that modeled an agile context using socio-intentional aspects
in the most convincing way are [56, 59, 11]. Esfahani et al. [56] proposed
the usage of the i* modeling framework [54] to visualize the social perspective
in agile methods. Even though this work provides evidence to show that the
representation of the relationships and dependencies between the role helps
analyze agile methods and identifying possible vulnerabilities, it does not provide
a clear methodology of how to build the model and how to use them effectively
for agile methods tailoring. Later on, the authors proposed a framework for
the evaluation of a candidate agile method prior to its enactment within the
development environment of an organization [59]. This framework includes
the steps to analyze agile practices, identify problems of process and find
solutions based on the concept of strategic actors of organizations, and their
dependency relations. Their framework includes the steps to analyze whether
an agile practice is suitable for the adoption based on the team’s objective and
situations. Similarly, Ambler and Mark [11] proposed a Disciplined Agile (DA)
toolkit that takes a goal-driven approach to guide through the process-related
decisions, to tailor and scale agile strategies based on the situation a team faces
and the outcomes it desires. These last two frameworks however focus only on
the goal aspect. On the other hand, the social aspect is known as being one of
the foundations of agile methods. Two main agile values and four main agile
principles focus on people, their interactions and collaborations. According
to Eckstein [50], most projects do not fail due to technology, but because of
social and organizational problems, and a lack of effective communication. In
other words, neglecting the dependencies between roles hampers the chance to
successfully adopt an agile practice and may cause the team to miss its goal.

Three key problems were identified from existing frameworks:

1. The 4 values and 12 principles of the Agile Manifesto have never been used
in any of the frameworks. In Chapter 5, we prove that understanding
the Agile Manifesto is an effective way to define the outcome of different
practices. Nevertheless, the existing frameworks would rather be oriented
to business goals, various values, or principles than the ones defined by
the Agile Manifesto;

2. Theses frameworks focus on what to do (process), what to produce (prod-
uct) and what to achieve (goal), but they have hardly discussed any
concerns related to the social aspects. For instance, dependencies between
team members to conduct a practice, the vulnerabilities caused by the
roles, and how they solve the problems, etc;

3. In most frameworks, the tailoring processes are made based on theory or
the propositions of the authors. The actual experiences of agile practice
adoption, which can be found in the literature, have barely been used. As
a consequence, the outcome of real-life practice adoption is different from
the expectation.
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To address these problems, we propose a socio-intentional framework that
focuses on the intentional (why?) and social (who?) dimensions. In this
framework, we propose a methodology to analyze agile practices and to define
the right strategies for adopting them based on the team’s goals, their situations,
and dependencies between team members. First, we analyze the relationship
between the adoption goals, agile practice, and the suitability of the team for
the adoption. In the goal dimension, the Agile Manifesto is used as one of the
criteria for agile practice selection. By balancing between the best agile practice
that can achieve the desired goals and the most suitable one with respect to
the team’s situation, we can decide what practice to adopt. Once the right
agile practice is identified, we analyze the social requirements (roles, tasks, and
dependencies) for adopting it. This step allows us to foresee the vulnerabilities
that can lead to adoption failure. Based on that, we can prepare for a successful
adoption by solving the vulnerabilities. In our framework, rather than following
agile practice adoption prescribed in a theory, we use our evidence-based tool
to provide the needed information. This tool was created based on real agile
adoption experience found in the literature. By doing so, we bring the results of
agile methods tailoring closer to reality. As it is hard to analyze the information
listed by the tool in textual format, the information is also presented through
a social-intentional modeling language; this is intended to ease the analyzing
process.

This chapter is the continuation to the Chapter 5, Chapter 6, and Chapter
7. The contributions in this chapter are divided into three parts as follows:

1. Socio-intentional Modeling Framework Usage: to ease the analyz-
ing process, we propose using models to visualize the information provided
by the tool. We find suitable modeling language and notions by mapping
the concepts and relationships in our ontology model with the notions
of different modeling languages that can represent either goal or social
dimension. For the agile concepts that cannot be mapped, we propose
extended notions for the representation;

2. Methodology for practices selection and adoption: to guide prac-
titioners on how to analyze agile practices and prepare for the successful
adoption, we propose a well-defined set of steps, where each of them also
includes how to use the tool and modeling technique to ease the analyzing
process;

3. Feasibility Study: to demonstrate how to use our framework, we provide
an illustrative example using a case of a real software development project.

8.2 Socio-intentional Modeling Framework Usage

There are several well-known modeling frameworks which have been proposed
to visualize goal and/or social aspect, including NFR [37], KAOS [44], i* [165],
Tropos [37] and iStar 2.0 [42]. To find the most suitable representations, we
performed the Cartesian product of the elements (concepts and relationships) in
our ontology model and the notions of different modeling frameworks that can
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represent either goal or social dimension. We basically compared every element
we wanted to represent with every notion in every selected modeling framework.
The best match was the one that had the closest objective/definition. In the
comparison, we decide to exclude Tropos as all their notions are either included
in the i* or iStar 2.0 framework.

Table 8.1 shows the mapping results between the agile elements (concepts
and relationships) and the notions of different modeling frameworks. Based on
these results, iStar 2.0 was the most suitable framework as our agile elements
match best to its notions.

Table 8.1 Mapping agile concepts and relationships with iStar 2.0

Agile elements KAOS NFR i* iStar 2.0
Value Goal Soft-goal Soft-goal Quality
Principle Goal Soft-goal Soft-goal Quality
Goal Goal Soft-goal Soft-goal Quality
Requisite Requirement Soft-goal Soft-goal Quality
Practice Operation Operationalizations Task Task
Activity Operation Operationalizations Task Task
Solution Operation Operationalizations Task Task
Role Agent N/A Role Role
Artifact Entity N/A Resource Resource
Problem N/A N/A N/A N/A
Situation N/A N/A N/A N/A
Contribute to Refinement Contribution Contribution

(Some)
Contribution
(help)

Achieve Refinement Refinement Contribution
(Some)

Contribution
(Help)

Help Refinement contribution (Help) Contribution
(Some)

Contribution
(help)

Harm N/A Contribution
(Hurt)

Contribution
(Hurt)

Contribution
(Hurt)

Cause Cause Contribution
(Make)

Contribution
(Make)

Contribution
(Make)

Perform Perform Operationalize Social depen-
dency

Social depen-
dency

Is responsible for Responsibility N/A Social depen-
dency

Social depen-
dency

Requires N/A N/A N/A NeededBy
Solve N/A N/A N/A N/A
Total Mapped
Elements

15/21 13/21 16/21 17/21
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8.2 Socio-intentional Modeling Framework Usage

8.2.1 Notion Definitions

For most of the elements, we follow the exact definitions defined by iStar 2.0.
We however slightly change the definitions of the relationships NeededBy and
Contribution link (Make) adapting to our needs.
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Fig. 8.1 iStar 2.0 notions

Figure 8.1 visualizes the notions of the iStar 2.0. We summarize the definition
of the nodes and relationships which are going to be used in our framework
hereafter.

8.2.1.1 Nodes

• Role: an abstract characterization of the behavior of a social actor within
some specialized context or domain of endeavor;

• Quality: an attribute for which an actor desires some level of achievement;

• Task: an action that an actor wants to be executed, usually with the
purpose of achieving some goal;

• Resource: a physical or informational entity that the actor requires in
order to perform a task;

• Depender : an actor that depends for something to be provided;
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• Dependee: the actor that should provide something.

8.2.1.2 Relationships

• NeededBy: a relationship that links goal, task, and resource. It indicates
what needs to be accomplished or provided to achieve a goal or execute a
task;

• Contribution links: a relationship that represents the effects of an element
on another. There are four types of contribution link which can be
divided into two categories: Fulfilled and Denied. The first one refers to
a sufficient positive evidence (help, make) while the later one refers to a
strong negative evidence (hurt, break);

• Refinement links: a generic relationship that links goals and tasks hierar-
chically. There are two types of refinement: AND and OR;

• Dependency link: a relationship that represents dependency between
Depender and Dependee.

8.2.1.3 Notion Extension

There are several concepts and relationships in our ontology model which cannot
be mapped to any iStar 2.0 notions. We thus extend the representations of the
remaining elements as Figures 8.2.

Agile element Extended Notion Definition 
 

Situation 
[Name]

 

A state or situation that can affect (good 
or bad) another situation, goal or 
quality.   

Problem  

 

A bad state or situation that is conflict 
with another situation, goal or quality.  

Have  
  

 

A relationship “Have” between role and 
other elements 

Encounter  
 

 

A relationship “Encounter” between 
role and other elements 

Solve 

 

A relationship “Solve” between solution 
and problem 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig. 8.2 Example of Sprint planning in SD view

8.2.2 Modeling Technique

Our purpose is to visualize all the information provided by the tool in models. By
all means, the visualization should help practitioners analyze agile practices and
identify what practices they should adopt and how to adopt them successfully.
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iStar 2.0 framework guides us to visualize socio-intentional perspective in
multiple model views, that include Strategic Dependency, Strategic Rationale
and Hybrid. The first two model views fit very well with our needs. We however
need to use another model view inspired by the NFR framework to fit some of
our cases.

In the following sections, we explain how these model views can be used in
our framework.

8.2.2.1 Strategy Dependency

Prioritize the user stories

Determine how they want to execute 
the sprint cycles

Product 
owner

D D

D
D

Agile 
Team Sprint backlog

D D

Fig. 8.3 Example of Sprint planning in SD view

The SD model describes external dependency relationships between actors,
from depender to dependum to dependee, to achieve a goal, quality, task, and
resource. This view is suitable to briefly describe the dependencies between roles
in the team to achieve the functional and/or the non-functional goal, to perform
the activity, and to provide the resource needed during the development. The
relationships between elements within each actor are however not visualized
in this view. For example, in the practice Spring planning, the Agile team
depends on the Product Owner to provide the Sprint backlog and prioritize the
user stories while the Product Owner depends on the Agile team to determine
how they want to execute the sprint cycles. This example is visualized in
SD view as shown in Figure 8.3. This model is used when we focus on the
dependencies between dependers and not the details about the relationships
between dependums and other elements.

8.2.2.2 Strategic Rationale

The SR view shows all the details captured in the model, including actors,
dependencies, actor association links, and the internal details of each actor.
Modelers can view the strategic rationale inside each actor in the model. This
model is a perfect way to visualize how to conduct an agile practice as it
provides a deep representation of the internal, intentional dependency with the
refinement and contribution links to describe the stakeholders’ interests and the
(combination of) activities, sub-goals, artifacts that help achieve the main goal.

For example, to conduct a practice Daily meeting, Development Team
depends on Scrum Master to have an effective meeting while Scrum Master
depends on Development Team to build an self-motivated team. To conduct an
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effective meeting, Scrum Master has to arrange the meeting every morning and
gather everyone in the team. To build a self-organizing team, Development Team
has to stand-up voluntarily to report their problems and suggest the solutions for
any posted problems by writing on white board. This example can be visualized
in SR view as shown in Figure 8.4. Using this model, we can see both the
dependencies between dependers and the detail about the relationships between
other elements.

Arrange A 15 minute 
stand-up every morning

All team members from 
every location participate

Scrum 
master

Development 
team

Suggest the solution for any 
posted problem

Stand-up voluntarily to 
report their problems

Effective 
meeting

D

Conduct an 
effective meeting

Improve self-
motivation

Self- motivated 
team D

White 
board

Meeting is 
effectively 
conducted

Team be self-
motivated

D

D

Fig. 8.4 Example of Daily meeting in SR view

8.2.2.3 NFR Framework

Working software over  
comprehensive documentation

Our highest priority is to satisfy the 
customer through early and 

continuous delivery of valuable 
software
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Fig. 8.5 Example of the relationship between agile value, principle, and goal in
NFR Framework

iStar 2.0 model views allow us to visualize stakeholders’ goals, the combina-
tion of activities, sub-goals, artifacts that help achieve the goals, etc. One minor
problem of these views is the obligation to include actors in the model, which is
not applicable in some steps of our framework. For instance, in the defining goal
step, the purpose is to visualize dependencies between goals and agile practices.
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No actor should thus be included. Inspired by the NFR framework, we propose
to represent the relationships between iStar 2.0 notions and the ones we propose
without involving any actor. Figure 8.5 is an example of how we visualize the
relationship between agile values, agile principles, and goals.

8.3 Methodology for Tailoring Agile Methods Adoption

Tailoring agile methods adoption aims at choosing the right practices to achieve
one’s goals and integrating them successfully into the software development
process. Our socio-intentional framework is divided into two different levels:
Tactical and Operational. The Tactical Level helps the team decide what agile
practice they should adopt based on what they want to achieve and the suitability
of the selected practices to the team’s situations. The Operational Level helps
the team prepare for the successful adoption by identifying beforehand the
vulnerabilities in the agile practice adoption and suggesting how to avoid or
solve them.

Defining
goals

Checking
suitability

Checking
vulnerabilities

Solving
vulnerabilities

Implementing
agile practice

Have more goal to be achieved?

Any risk?

No

Yes

No

Yes

Fig. 8.6 Goal-oriented tailoring agile adoption process.

Figure 8.6 visualizes the whole process of tailoring agile methods for adoption
using our framework. The description of each step is depicted hereafter.

Figure 8.6 illustrates the whole process of tailoring agile methods adoption
using our framework. The description of each step is depicted hereafter.

• Step 1: Defining Goals. First, the software development teams needs
to define what they want to achieve by adopting agile practices. It can
be something they want to achieve for a better software development
process and/or they want to have the agile mindset as defined in the agile
manifesto (agile values and principles). Based on the defined objectives,
they can then identify the suitable practices;
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• Step 2: Checking Suitability. Team’s situations can affect the result
of agile practice adoption. To identify whether a team is suitable to adopt
a practice, practitioners need to define situations of the team and analyze
the impacts (Help or Hurt) on the agile practice adoption;

• Step 3: Checking Vulnerabilities. To successfully integrate the ag-
ile practice into their development process, the team members need to
perform their activities correctly and avoid the vulnerability as much as
possible. In our framework, vulnerabilities can be identified by analyz-
ing (1) various dependencies between roles to perform activities and (2)
problems encountered in previous experiences. The vulnerability happens
when (1) any role fails to do its activities, (2) the artifact required is not
sufficiently provided, and (3) when problems identified in the literature
might happen in their team;

• Step 4: Solving Vulnerabilities. Based on the results from step 3, if
any vulnerability is identified, the team should avoid it by reinforcing the
roles in charge, provide the required artifacts and apply the solution to
the expected problems;

• Step 5: Implementing Practices. The team can implement the prac-
tices into their development process by ensuring that the activities which
are parts of the practice and the tasks to avoid the vulnerabilities are
accomplished.

In every step of the framework, practitioners start by finding the relevant
information from the OBAMA-tool. This information is then illustrated in
iStar 2.0 before it can be analyzed. In most steps, practitioners can build the
model by simply representing the relevant information with the corresponding
iStar 2.0 nodes or links, as mapped in Table 8.1 or the extended notions as
shown Figure 8.2. For instance, in step 1, the information about goal, agile
value and agile principle are represented by the quality node; and practice is
represented by the task node. The relationships between nodes are represented
by the contribution link Help. Except for step 3, practitioners need to analyze
the purpose of each activity before they can build the dependencies between
actors.

In the following sections, we explain in detail each step of the framework.

8.3.1 Defining Goals

In the first step of our framework, agile practitioners need to define what they
want to achieve by adopting agile practices. The reason behind their adoption
can be some random goals related to software development and/or the agile
mindsets (Agile Manifesto).

Goal can be something a team intuitively wants to achieve. It can also be
derived from the problems or the obstacles within their current development
process which they want to overcome. For instance, if a team has difficulty
in understanding the requirement because the customer is hardly available
for the discussion, then we can derive these problems into multiple goals such
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as improve understanding customer’s needs and improve communication with
customer, etc. Besides goal, there is a set of the agile mindset defined in the
Agile Manifesto, which can also be achieved by agile practices. The relationships
between the Agile Manifesto (value, principle) and agile practice are explained
in Chapter 6 and Chapter 7.

To find the information related to what a practice can achieve, we choose
three following concerns: (1) the goal team can achieve by adopting a practice,
(2) the agile value a team can achieve by adoption a practice, and (3) the agile
principle a team can achieve by adopting a practice.

To build the model based on the information provided by the tool, we
represent the information about goal, agile value and agile principle by Quality
node, and practice by the Task node. We then build the relationships between
nodes (practice and goal, goal and principle, principle and value) by using the
Contribution link.

To analyze what practice we should adopt, we need to check how many
goals are contributed by each practice. It also depends on how we prioritize the
goals we want to achieve. A suitable practice should be the one that contributes
to most of the top-prioritized goals.

An illustrative example of how to get the information, build the model, and
analyze agile practice at this step can be found in Section 8.4.1.

8.3.2 Checking Suitability

This step helps practitioners decide whether or not they should adopt specific
practices based on team’s situations. Each agile practice has a list of the pre-
conditions (also known as Requisite) required in order to adopt it successfully.
These requisites are impacted by the team’s situations [58]. To know whether a
team is suitable to adopt a practice, we thus check the suitability based on its
situations.

To find the relevant information about the impact of the team’s situa-
tions on practice, we follow two following steps:

1. Describe team’s situations and select the practice(s) team wants to adopt
in the Input page 2. The situational factors listed in this page are agile
practice selection criteria defined in [32], on the basis of an SLR;

2. In the page Information related to practice based on input, we choose the
concerns (1) the situation of the team which is bad for adopting a practice
and (2) the situation of the team which is good for adopting a practice to
know how team’s situations impact each practice.

To build a model that allows analyzing the suitability of a practice, we
represent the information about practice by Task node, requisite by Quality
node and situation by Situation node. We then connect practice and requisite by
using NeededBy link, and connect requisite and situation by using Contibution
link (Hurt or Help).

To analyze what practices are suitable for the team, we need to check how
requisites are hurt or helped by the situations. We then denote the status of
each requisite based on how many situations have good or bad impact to it.
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These impacts lead to the accumulation of evidence for a requisite to be satisfied
( ), weakly satisfied ( ), weakly denied ( ), or denied ( ). The most suitable
practice is the one that has all the requisites satisfied by the team’s situations.

An illustrative example of how to the information, build the model, and
analyze agile practice at this step can be found in Section 8.4.2.

8.3.3 Checking Vulnerability

To check the vulnerability, we need to know the activities we need to perform
as well as the relationships, particularly dependencies between roles along with
the artifacts required. At the same time, we also need to know the possible
problems they may encounter so that they can find alternatives to avoid them.

8.3.3.1 Dependency between roles in performing the activities

Each agile practice is composed of many activities which require a lot of
dependencies, back and forth, between the roles as well as the artifacts. To gain
the full benefit from adopting these practices, it is important to perform all the
activities correctly and avoid all possible risks or failures. The information and
visualization of the dependencies allow us to see what roles and artifacts are
critical and then identify the possible chances of failure. For instance, if many
activities depend on a particular role and a person who plays that role is not
reliable, the probability of failure will increase.

To find the relevant information about activity, role and artifact, in
the page Information related to practice based on input, we choose the concern
(1) the activity a team should perform as part of a practice, (2) the roles or
responsibility distribution needed for a practice and (3) the artifact required for
adopting a practice.

To build a model that can capture detailed information, including de-
pendencies between actors, actor association links, and the internal details of
each actor, we need to use SR model view. We start by representing each
agile role by Actors Boundary, activity by Task node and artifact by Resource
node. We then put activities in the Boundary of the Actor in charge. After
that, we group the activities based on the goals they contribute to. We then
build the relationship between activities, resources and goals. We represent
the relationship between activities and goals by Refinement link, and between
activity and artifacts by NeededBy link. Finally, we build the Dependency links
between roles based on what goals each role wants to achieve and which role is
in charge.

To analyze the vulnerability of practice, we need to analyze all dependencies,
either between roles or resources. There is vulnerability when there is dependum
that cannot be satisfied.

An illustrative example of how to the information, build the model and
analyze agile practice at this step can be found in Section 8.4.3.1.

8.3.3.2 Problems team may encounter and Solutions
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Many case studies on the agile practice adoption experience are usually
described with a list of problems the team has encountered, and sometimes
with the solutions. We can identify the vulnerability when any of the reported
problems will likely happen in the team.

To get the information about causes and problems, we choose the concern
the problem a team may encounter while adopting a practice on the page
information related to practice based on input.

To build a model to represent the causes and problems, we use the
NFR model view. We start by representing the cause, either by Task node or
Situation node, according to the type of the cause. We then represent problem
by the Problem node. Finally, we connect the cause and the problem with the
Contribution link (Make).

In the analysis, we focus more on the problems caused by the team’s
situation or activities it has to perform. Some situations or activities can cause
more than one problem. For the problems which were reported without any
defined cause, we need to check whether or not they can probably happen in
the team. The more problems will likely happen in the team, the higher chance
it fails to adopt the practice. Identifying the causes and the problems allows us
to find beforehand the effective ways to avoid them.

An illustrative example of how to the information, build the model and
analyze agile practice at this step can be found in Section 8.4.3.2.

8.3.4 Solving Vulnerabilities

Besides the activities which are parts of agile practice, team members need to
carry out some extra tasks to avoid the identified vulnerabilities. For instance,
to avoid the vulnerabilities that may happen while performing Daily meeting,
the Scrum Master needs to guide other team members on how to correctly
perform their task and provide all the necessary resources. To prevent other
vulnerabilities found in the literature, practitioners can use solutions provided
by our tool or/and figure out new ones.

To find the relevant information about the solutions and the role in
charge, we choose the concern the solution a team may use to solve the problem.

To build a model to represent the solutions to the problems, we simply
add the solutions to the diagram in the Step 3 by using Solution node, and
then connect solution to the problem by using Solve link. This diagram allows
us to brainstorm and identify the suitable solutions to avoid the vulnerabilities.
After identifying all the solutions, we conclude all the necessary activities by
building another model in SD view. We start by representing the role in charge
by the Role node, and activities by task node. We then build the relationship
between roles and activities by using Dependency link.

In the analysis, we focus on finding the solutions to solve the problems.
A good solution should be effective and applicable to a team’s situation. In
addition, the distribution of the role in charge of the solutions is also important.
We need to assign the right role for the right task so that the vulnerabilities
can be avoided.

An illustrative example of how to the information, build the model and
analyze agile practice at this step can be found in Section 8.4.4.
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8.3.5 Implementing Practice

After all the analysis in previous steps, the team can start implementing the
practice into their development process. To successfully adopt a practice, the
team needs to improve the situations which identified as harmful for adoption.
Team members have to work together to accomplish all the activities as part of
a practice. In addition, they have to perform some extra activities to avoid the
identified vulnerabilities.

An example of how to use the models from the previous steps during the
implementation can be found in Section 8.4.5.

8.4 Feasibility Study

In order to illustrate the theoretical framework, we use the example of a genuine
Development Team made of 4 members that has to adopt agile practices for the
development of a software project in a small enterprise. This situation is taken
from a real-life application in the context of a training program supported by the
university of one of the authors. More precisely the Development Team made
of master-level students (i.e. interns) had to develop a timetable application by
using PHP and MySQL. These interns have no experience with any software
development methodology. Since the company has been using agile methods for
a long time, they preferred the interns to develop their projects using Scrum.
However, the company let the interns flexibly decide on how they could adopt
Scrum in their team. To help the interns adopt agile practice successfully,
we suggested them to use our framework and tool as presented in this paper.
We asked them to describe team’s situations and goals. The internship was
taken during the Covid-19 pandemic making it impossible for us to proceed
in a full validating case study fashion. We however use the case as a relevant
illustrative example where enough data was collected and the relevancy allowed
us to evaluate the framework applicability. The description of their situations
and goals are indeed complex enough to demonstrate how to use the framework.

According to their description, the company provided good management
support for the team. As the team was new to agile methods, a training on
Scrum was provided by the company. In addition, the company assigned an
experienced Scrum Master and a highly available product owner to work with
them. The requirements had already been collected at the moment the team was
formed and were expected to be stable at the start of the project. Even though
these interns were new to agile methods but they had good knowledge in both
the work domain and technology. While the interns were assigned to work at the
same company site, they had to work remotely and face-to-face communication
was not possible due to the pandemic. They thus used a videoconferencing tool
provided by the company. It has been challenging for them to work from home
and their goals were therefore to have good communication, be self-motivated,
be self-organizing and be punctual. At the same time, they hoped to have a
high success rate by clearly understanding what the client needs. To achieve
these goals, they believed they also needed to have a clear and realistic task
planning which was completely transparent to all team members and the client.
The agile value they wanted to achieve by adopting agile practices was to make
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individuals and interactions more important than processes and tools. For the
principle, they wanted to deliver working software frequently, from a couple of
weeks to a couple of months, with a preference for the shorter timescale. We
present the application of our framework in this context hereafter.

8.4.1 Defining Goals

To find the practices that can achieve their goals, practitioners can get the
information from three concerns in our tool: (1) the team’s goal can be achieved
by adopting a practice, (2) the agile value can be achieved by adopting a practice
and (3) the agile principle can be achieved by adopting a practice.

By choosing a concern in our tool, the information will be displayed in a
table format as shown in Figure 8.7, where the number of columns varies based
on the concern. In this figure, it is a list of goals achieved by adopting agile
practices, where the blue rectangles highlight the information related to the
case study. The practitioners can also find the practice to achieve the agile
values and principle by selecting them in the Input page 1 as shown Figure 8.8
to get the results as shown in Figure 8.9.

Fig. 8.7 Relationship between goals and agile practices listed by OBAMA-Tool

Based on the results of these three concerns, practitioners can build an iStar
2.0 model as shown in Figure 8.10. In this diagram, we can easily see that
three practices contribute to the defined goals and respect the Agile Manifesto.
Among these practices, Daily Meeting and Short Iteration allow achieving the
highest number of goals while spring planning allows achieving the least. Based
on this diagram, practitioners can decide what practice they should adopt
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Fig. 8.8 Input page 1 of OBAMA-Tool for agile values and Principle

Fig. 8.9 Practices suggested by OBAMA-Tool to achieve selected Value

accordingly. For instance, they can decide to adopt Daily Meeting and Short
Iteration as they allow achieving most goals, or Sprint Planning if the goals
achieved by this practice are more prioritized, or all together if the situations
of the team are suitable.

In the following steps, Daily meeting will be used to present our framework.
This practice is chosen because it is the most popular practice and it can achieve
the most defined goals. The visualizations in iStar 2.0 of another practice, Short
Iteration, as another example can be found in Appendix D.
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Fig. 8.10 Relationship between agile values, principles, goals and agile practices
represented in iStar 2.0

8.4.2 Checking Suitability

To analyze the suitability of the team, practitioners need to describe their
situations and choose the relevant practice in “Input Page 2” in our tool. Figure
8.11 is an example of how to describe the above case study, where Daily Meeting
is the practice the team wanted to adopt. After that, by clicking on the button
Calculate Result, practitioners can find the relevant information on the page
Information related to practice based on input. Figure 8.12 is a list of team’s
situations that have a good impact on Daily Meeting, whereas Figure 8.13 is a
list of team’s situations that have a bad impact.

Fig. 8.11 Describing team’s situations by using Input page 2 of OBAMA-Tool

Based on the information provided by the tool about the impact of the
team’s situations, we can visualize the team’s suitability for adopting Daily
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Fig. 8.12 Result of team’s situations which is good for practice listed by OBAMA-
Tool

Fig. 8.13 Result of team’s situations which is bad for practice listed by OBAMA-
Tool

Meeting as shown in Figure 8.14. In this figure, the contribution relation
between situations and requisites [( ), weakly satisfied ( ), weakly denied ( ),
or denied ( )] are also denoted. Based on Figure 8.14, though Daily Meeting is
not entirely suitable for the team as two situational factors Hurt the requisites,
it is still highly possible for the team to adopt it since other situational factors
help to satisfy and weakly satisfies many others requisites. While our tool and
diagrams allow practitioners to analyze the suitability of a practice based on
their situations, the final decision is on the practitioners themselves. They can
still choose to adopt a practice that is not entirely suitable by improving their
situations or find alternative practices to achieve their goal.
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Fig. 8.14 Relationship between Daily meeting, the requisites for its success and
team’s situation visualized in iStar 2.0

8.4.3 Checking Vulnerability

8.4.3.1 Dependency between roles to perform the activities

It is important for a team to accomplish all the activities and avoid all possible
risks or failures. On the page Information related to practice based on input,
three concerns allow practitioners to find the information about the activity,
role, and artifact corresponding to the team’s situations: (1) the activity a team
should perform as part of a practice, (2) the roles or responsibility distribution
needed for a practice and (3) the artifact required for adopting a practice.

Figure 8.16 shows the list of activities as part of the Daily Meeting, whereas
Figure 8.16 shows the list of roles in charge. Based on the information provided
by our tool, there are four roles required. However, since neither the team in
our case has Project manager or this role is in charge of many activities, we
thus keep only three roles to take charge of the activities.

• Product Owner: the role who clearly knows about the requirement of the
software;

• Scrum Master: the role who coordinates the different activities and other
members to ensure that development is running smoothly and all the
activities are performed correctly;

• Development Team: the group of people who perform a set of activities
to successfully build software.

Based on the information within these three concerns, practitioners can
visualize the dependencies, back and forth, between roles as shown in Figure
8.17. This diagram allows us to easily see that both the Scrum Master and
the Development Team are responsible for almost the same number of tasks.
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Fig. 8.15 Activities as part of Daily meeting listed by OBAMA-Tool

Fig. 8.16 Role required to adopting Daily meeting listed by OBAMA-Tool

However, if we go through each task, we can see that the vulnerabilities most
likely to happen on the Development Team side. One of the reasons is because
the Scrum Master is experienced with agile which means he already knows
how to accomplish his tasks. Besides, the tasks under the Scrum Master ’s
responsibility are practical and easily achievable. On the other hand, the
Development Team is responsible for the tasks which can be seen as difficult, for
instance the task “Stand-up voluntarily” and “Developers usually coordinate
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Fig. 8.17 Dependencies between roles to perform activities of Daily meeting
visualized in iStar 2.0.

themselves for the meeting”. These tasks require courage, motivation, and
leadership which are difficult to achieve for a new team with no agile experience.
These are thus the vulnerabilities that the development team must avoid. It
is also important to notice that the resources required such as the “Internet”
and “video call” can also be vulnerabilities. For a team whose communication
is mostly virtual, failing to provide these resources means failing to conduct a
meeting effectively.

8.4.3.2 Problems team may encounter

The practitioners can find the filtered information about the causes and
problems by choosing the concern the problem a team may encounter while
adopting a practice in the page Information related to practice based on input.
Figure 8.18 list the information about the causes and problems.

The information about the causes and problems can be visualized as shown
in Figure 8.19. The relationships between causes and problems are visualized by
the new concepts which have been introduced in Section 8.2.1.3. In this figure,
many problems have been identified in the previous experiences of adopting
Daily Meeting, where most of them happened for no specific reason. It can be
due to the impossibility to identify the specific reason that causes the problems.
For instance “Hold meeting too frequently” and “Board meeting attitude” can
always happen when we do not pay attention to how we conduct the meeting.
Even though the cause is not identified, these problems are still vulnerabilities
that need to be prevented.
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Fig. 8.18 Cause, Problems in Daily meeting listed by OBAMA-Tool
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Fig. 8.19 Causes and Problems in Daily meeting visualized in iStar 2.0

8.4.4 Solving vulnerabilities

After identifying the vulnerabilities, we need to define necessary tasks that team
members need to perform to avoid or solve them.

To avoid the vulnerabilities that may happen while performing Daily Meet-
ing, the Scrum Master needs to help the Development Team understand its
responsibilities and how to perform the tasks correctly. Development Team
needs to take its responsibilities seriously and accomplish the assigned tasks.

140



8.4 Feasibility Study

Fig. 8.20 Problems in Daily meeting, Solution and Role listed by OBAMA-Tool

To avoid the vulnerabilities found in the literature, practitioners can use
the solutions provided by our tool, in the concern the solution a team may
use to solve the problem. Figure 8.20 shows a list of the solutions to solve
the problems. Based on this information, we add solutions to the previous
diagram Figure 8.21 visualizes the causes, problems, and solutions. Some
given solutions are however excluded as they are not applicable in the team’s
situation. For instance, the solution “Pass token” cannot be used to solve the
“Poor information flow” problem in a team that communicates virtually. This
diagram allows practitioners to brainstorm easily and identify what needs to
be done to avoid or to solve the problems. For instance, we propose “Define
clear rules for the meeting”, where we represent in a gray hexagon, as a new
solution to solve some problems as in Figure 8.19. Within the same concern,
the solution a team may use to solve the problem, practitioners can also find the
roles in charge for each proposed solution.

After identifying all the extra tasks to avoid the vulnerabilities, we can
visualize the dependencies between roles as shown in Figure 8.22. As most of
the problems are related to the organization of the meeting, the Scrum Master
is responsible for most of the tasks while the Development Team is responsible
for only a few of them. One task must be undertaken by both the Scrum Master
and the Development Team together, also known as the Scrum team: find the
suitable sprint length for the development. At the same time, the Product
Owner must be responsible for handling conflicts and expectations to avoid
tension for the team.

8.4.5 Implementing Agile Practice

After all the analysis done in the previous steps, practitioners can start imple-
menting the practices into their development process. During the implementa-
tion, practitioners can use the diagrams created in the previous steps to keep
track of things to be done for successful adoption. For instance, Figure 8.14
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denotes what are the good situational factors to keep and what needs to be
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improved. Each role in the team needs to accomplish the activities they are
in charge of, as shown in Figure 8.17. The same diagram can also be used to
trace and identify what activities the team may have failed to perform when
confronted with problems and vice versa. Figure 8.21 is used to brainstorm for
the possible problems and solutions. Finally, in addition to the activities which
are parts of the practice, the team needs to perform some extra tasks to avoid
the vulnerabilities as shown in Figure 8.22.

8.5 Conclusion

This chapter introduced a new framework for tailoring agile methods for adoption
through the lens of socio-intentional dimensions. The first contribution in this
chapter is the use of modeling techniques iStar 2.0 to ease the analysis process.
Modeling allows visualizing relevant information altogether and allows team
members to communicate, discuss and understand better how they should
work together to successfully adopt agile practices. The second contribution
is the methodology for tailoring agile methods that focuses on the why and
who dimensions. With the help of OBAMA-Tool and iStar 2.0, our framework
provides a methodology to analyze agile practices prior to the adoption in two
levels: Tactical and Operational. By following our approach, practitioners can
define the right strategies to achieve their goal, check their suitability for the
adoption, define how to coordinate the activities of the various actors and how
they depend on each other. In addition, each role can also understand the
motivations and rationale behind the activities it has to perform. In the last
contribution, to show how the framework works, we took an example of a real
software Development Team. In step 1, we identified that “Daily Meeting”,
“Short Iteration” and “Sprint Planning” are the practices the team should adopt
to achieve their goals. By choosing to focus on “Daily Meeting”, in step 2, we
emphasized that some situational factors have negative impacts on adoption.
It is however still possible to adopt this practice since many other situational
factors have positive impacts. In step 3, we identified how team members should
perform their activities and depend on each other as they adopt a practice. At
the same time, we identified vulnerabilities during the adoption caused by some
roles and some possible problems found in the literature. In step 4, we pointed
out the solutions to avoid the vulnerabilities. Finally, in step 5, we concluded
what team members should do to successfully implement the practice in the
development process.

The framework presents some limitations. First, the information provided
by the tool is still limited. For instance, in step 3, as no information about the
purpose of each activity is available, practitioners are required to understand
it themselves to build the dependency diagram. In addition, some problems
and solutions are not applicable to team’s situations. Although our tool was
built based on reliable evidence collected from empirical studies that had been
reviewed and published, the underlying premise for this framework is however
to focus on the methodology rather than the information provided by the
tool. By this means, practitioners can customize the information or/and use
other reliable and applicable sources of information accordingly. Second, this
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framework is only dedicated to the planning part by focusing on how to prepare
a team prior to agile practice adoption and a small part of the implementation.
A complete framework should also include the evaluation process to further
check the adoption success. Finally, it lacks an evaluation of how helpful this
framework is in adopting the agile practice.
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Chapter 9

Conclusions

In this thesis, we studied the problem of Agile methods tailoring from a socio-
intentional perspective. The purpose is to propose a framework that focuses
on both social and intentional aspects in the agile methods tailoring process.
We started by providing a general literature review of agile methodologies,
and approaches of agile methods tailoring. Then, we reviewed some modeling
frameworks related to the goal and social dimensions. This literature review
provides us a general overview and a solid understanding of the subject. We then
continued to find the concepts related to agile methods tailoring and understand
their relationships based on the literature. In addition to a social-intentional
conceptual model, we created an ontology and a supporting tool that make
the information about agile methods adoption systematically reusable. Finally,
we proposed a socio-intentional framework for agile methods tailoring which
can guide practitioners to find the right practice to achieve their goals and to
successfully integrate it into their development process.

In the intentional perspective, agile values and principles are known to be the
core mindset or philosophy behind the creation of agile methodologies. These
values and principles that were defined during the Agile Manifesto should be
used as one of the main criteria for agile practices selection. However, we have
observed that agile practitioners have been ignoring the Agile Manifesto and
none of the agile values or principles is counted as selection criteria. To study and
verify the relationships between the Agile Manifesto (value and principle) and
agile practices selection, we conducted an SLR to extract problems, expectations,
and the benefits behind agile methods or practice selection and compared them
with agile values and principles. Our findings suggest that they are highly
relevant. These correlations allow us to validate that the Agile Manifesto is
highly relevant to agile method tailoring and it should be a criterion for agile
practice selection.

Information and feedback on how agile practices have been adopted can
vastly be found in academia and industrial knowledge bases. Such a collective
experience allows the development of many approaches to simplify the adoption
process and maximize the chances of success. With many approaches which
have been proposed to guide and to help practitioners find the right practice
that suits their team, none of them is systematic. Even though the knowledge is
helpful for practitioners in tailoring agile practices fitting their team’s situations,
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it takes time and effort to find and locate relevant information as the data is
unstructured and hardly exploitable. To make the knowledge of the previous
empirical studies easily accessible, we conducted another SLR and exhaustively
extracted 86 case studies on agile practice adoption. Using these case studies,
we created an ontology to support knowledge representation about agile practice
adoption. We then built a user-friendly prototype-tool, named OBAMA - an
Ontology-Based tool for Agile Methods Adoption, that allows practitioners to
efficiently retrieve the information.

In the social aspect, people, interactions and collaborations are known as
one of the foundations of agile methods. In many case studies relating to agile
practice adoption, they usually describe how to customize the agile practice
in a given situation so that team members can work collaboratively. Even
though many researches have shown that social is an important factor in the
success of agile methods adoption, there are not many tailoring approaches
that focus on this aspect. To address the lack of the social aspect in agile
methods tailoring and to make the most of the existing knowledge, we proposed
a socio-intentional framework. In our framework, we propose a methodology to
analyze the suitability and vulnerability of agile practices and guide them on
what they should do to successfully adopt the agile practice. Every step in the
process of analyzing agile practice is done with the help of our prototype-tool
and modeling techniques. Our tool is used to easily get useful information
needed for analyzing agile practices based on real-life experiences while iStar
2.0 is used to visualize the information for a better understanding and to ease
the analyzing process.

Hereafter, we summarize our contribution, limitations and some propositions
for future works.

9.1 Summary of contributions

9.1.1 Validation of the Relationship between Agile Manifesto and
Agile Practice Selection

The first contribution of this thesis is the validation of the relationship between
the Agile Manifesto and agile practice selection. The result of this finding
allows us to clarify another important factor that affects agile practice selection
from a goal perspective. To this end, a systematic literature review (SLR) has
been carried out to answer two research questions including: how has the Agile
Manifesto and its importance been discussed in tailored agile methods adoption?
and is the Agile Manifesto related to agile practices selection? In our SLR,
we only consider formal data sources including IEEEXplorer, ScienceDirect,
SpringerLink, and ACM Digital Library. The paper selection was done in 3
steps (early selection, abstract-based selection, and full-text screening selection)
where each step has well-defined selection criteria. As result, 51 papers were
selected for data extraction. Each paper was read carefully before we extracted
relevant information.

Based on the results, we can conclude that the Agile Manifesto has really
lost attention from the development teams. There are 51% of the selected
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papers that talk about the Agile Manifesto while only 21% acknowledge its
influence. On the contrary, by comparing the 4 values and 12 principles of the
Agile Manifesto with the team’s problems, expectations, and benefits extracted
from the literature, at least 80% of them can be mapped to each other. This
result allows us to conclude the second question that the Agile Manifesto is
highly relevant to the reasons behind the agile practice adoption. As it still
covers fundamental aspects of any agile method, it is important for the team
to understand the Agile Manifesto before adopting any agile method and it
should thus be a criterion for agile practice selection. For instance, starting
from the team’s problems, we can identify the relevant agile values/principles,
and subsequently which agile practices to adopt. We hope our findings will
encourage practitioners to give more attention to the Agile Manifesto before
their adoption. For the research community, these results provide a clear-cut
validation on the relation between the Agile Manifesto and agile practices,
instead of being just an assumption or belief. This validation can be used as
evidence to propose any approach or framework that can help improve agile
practice adoption.

9.1.2 Ontology to Systematically Recycle Agile Practice Adoption
Experiences

The second contribution of this thesis is an ontology that makes the existing
knowledge about agile practices adoption reusable in a systematic manner.
The procedure of ontology creation and validation requires a large data set to
ensure that the ontology can represent the knowledge that will serve our future
needs. We thus started by conducting another SLR to collect the knowledge and
experience on agile practice adoption reported in the literature. We followed
the same procedure we had used to conduct the previous SLR. As result, we
exhaustively extracted 86 case studies on agile practice adoption experience
from 79 individual selected papers. These case studies were then split into two
sets: 10 studies were used as the training set while the other 76 studies were
used as the validation set. Based on the knowledge from two main resources
[84, 58] and data extracted from 10 case studies, we created an ontology to
represent the knowledge about agile practice adoption. Next, we added seventeen
inference rules to systematically discover more relationships among concepts in
the ontology. Finally, we theoretically validated our ontology by following the
corpus-based approach [21] and empirically validated it by using a survey with
agile experts.

The result of the theoretical validation shows that our ontology represents
very well the information related to the agile practice adoption with minimum
refinement for the unseen knowledge in the future. The results from the survey
with agile experts have shown that our ontology can provide information effi-
ciently and effectively. In addition, it helps a team decide if they should adopt a
practice or not. Based on these validation results, we can confidently say that
we have built an ontology to recycle the useful knowledge about agile practice
adoption. Our ontology model alone allows practitioners to quickly discover the
useful concepts related to agile practices and their relationships. Practitioners
can also use it to gain knowledge about agile practices in dept, to find the right
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practice for their team, and to avoid the risk of failure in adoption. Researchers
can use it to discover or/and understand different aspects of agile practice. This
work has also shown how to use an ontology as an effective solution to recycle
and to share knowledge among practitioners in a structured and exploitable
way.

9.1.3 Evidence-based Tool

The third contribution of the thesis is a user-friendly tool that allows practi-
tioners to retrieve the information from the ontology without any experience
or knowledge required. Our prototype-tool, named OBAMA - Ontology-Based
tool for Agile Methods Adoption, was written in Python programming language.
Besides Python, there are three other main components needed for the de-
velopment of our prototype-tool. That includes ontology file, owlready2, and
wxPython. Our tool was created in a notebook-style where each page serves for
a functionality. Using our tool, users can easily access all the information that
we have inserted. By simply choosing one of the concerns from the combo-box
list, the relevant information will be displayed underneath the list in a table
format. Users can also filter for more specific information by providing their
goals and team’s situations in our input pages. To understand the advan-
tages/disadvantages of our tool, we gathered expert’s opinions through the same
survey we used to validate the ontology.

The results show that our tool can provide the information efficiently, effec-
tively and it helps a team decide if they should adopt a practice. Even though
our tool is not fully satisfying for experts, they agree that it is good enough to
serve our purpose. These results allow us to know that our tool is efficient for
the users and we achieve our objective by using the tool to help practitioners
understand agile practices.

9.1.4 Socio-intentional Framework for Agile Methods Tailoring

In the last contribution of this thesis, we proposed a socio-intentional framework
that focuses on the intentional (why?) and social (who?) dimensions. In
this framework, we propose a methodology to analyze agile practices and to
define the strategies the team members should work together to successfully
adopt a practice based on the team’s goals, their situations, and dependencies
between team members. In addition to the intentional and social dimensions,
the proposed methodology also addresses most of the important concerns related
to agile practice adoption found in the literature. In other words, in every step
in the process of analyzing agile practice, practitioners can use our OBAMA-tool
to easily get the needed information. As it is hard to analyze the information
listed by the tool in textual format, we proposed to represent the information
in graphical models before the analysis. To do that, we identified suitable
modeling language and notions by mapping the concepts and relationships in
our ontology model with the notions of different modeling frameworks that can
represent either goal or social dimension. As result, iStar 2.0 was chosen to use
in our framework as its notions match best with our agile elements. For the
agile concepts that cannot be mapped, we propose extended notions for the
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representation. Finally, we demonstrated how to use our framework by applying
our framework to a case of a real software development project.

The result of our framework allows practitioners to customize agile methods
to fit their goals and situations. It provides a methodology to analyze agile
practitioners in two levels. Tactical level allows practitioners to (1) identify the
right practices to adopt based on their goals and (2) check the suitability of a
team based on their situations. Operational level allows the team to identify
(1) the vulnerabilities during the practice adoption caused by team members,
(2) possible problems based on the experiences, and (3) solutions to avoid the
vulnerabilities and solve the problems. In the whole analyzing process, every
step is done more efficiently with the help of our tool and modeling techniques.
Using the tool can help practitioners get the needed information easily and
also make the most out of the existing experiences. The analysis by means of
graphical models helps practitioners to communicate, discuss and understand
better how they should work together to successfully adopt agile practices.

9.2 Limitations and Future Works

9.2.1 Ontology Model and Knowledge

Our ontology model and knowledge always need to be expanded using data
from both the literature and real-life case studies. The currently available
knowledge in our ontology is only related to the five most commonly-used
practices collected from formal resources through an SLR approach. This
amount is still small compared to the number of existing agile practices. There
are four main approaches we can do to expand its knowledge.

• We continue our SLR to collect the knowledge related to other commonly-
used practices such as release planning, planning poker, kanban, pair
programming, etc;

• We collect the knowledge from informal sources such as websites, blogs,
forums. The reason is the fact that it is more practical to share knowledge
on such platforms. Many famous authors including the Agile Manifesto
authors have been sharing their knowledge through informal platforms.
To do that, we need to have well-defined criteria for selection that can
ensure that the extracted knowledge is reliable, e.g., the credibility of the
platform, author, article, etc;

• Apart from the literature, we need to extract data through empirical
research such as observation or in-depth interviews with the members
of real software development teams. We believe that there is valuable
knowledge that cannot be textually described but perceived by observation;

• We put our ontology as open-source so that it can be reused, improved,
and expanded by the agile community.
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9.2.2 Evidence-based Tool

Our tool is at the prototype stage and it only means to simplify the information
retrieval process. There are parts of it that need to be improved and developed
in both usability and functionality.

• In the current version of our tool, the only way practitioners can get
the information is by selecting the concerns from a combo-box list. A
more sophisticated tool would allow users to access more easily from one
concept or concern to another. For instance, when the users right-click on
a problem, they should be able to choose what other related concern they
want to access next, such as causes or solutions;

• The information is listed in a table format with a fixed row side. To
display long information, the users need to manually expand the column
size. It would be more convenient for users to read if the information is
wrapped into multiple lines to fit the column size;

• The information listed by the tool was cut short and straight to the
point while the users sometimes need context to fully understand it. The
tool thus needs to have a functionality that allows users to find further
information or the original sources;

• In addition to retrieving and displaying the information, the tool also needs
to have a functionality that allows the users to encode new knowledge
easily. To facilitate the encoding process, our tool should suggest step by
step the classes of the instance that users need to add and then how to
build the relationship between instances;

• The tool should also include the functionality that allows users to eval-
uate the credibility of the existing knowledge for instance by rating or
commenting.

9.2.3 Socio-intentional Framework for Agile Methods Tailoring

Our framework presents some limitations related to the methodology for tailor-
ing, the usage of the tool, and the modeling techniques.

• The knowledge provided by the tool is still limited. Practitioners cannot
always count on our tool to get all the information needed for the analysis.
At some steps, practitioners are required to analyze the practice based on
their understanding;

• As there is no information that can be one-size-fits-all, there can be some
conflicts between the information provided in the tool. In such case,
practitioners need to decide which piece of information suits best to their
needs and situations;

• The explanation on how to model the information provided by the tool
in iStar 2.0 can help practitioners to build a model even without any
knowledge of this modeling language. It however still takes time and
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effort to do it. This process could be simpler if the tool can automatically
generate the selected information in the tool into iStar 2.0 elements;

• We have applied a case of a real software development team but there is
no evaluation on this framework. To fully understand the usefulness of the
framework, we need to conduct more sophisticated empirical research with
a real software development team. The research method is observation
and it aims at evaluating two points: (1) the behavior of the team
members during agile practice adoption while following our framework
and (2) the effectiveness of the framework. The former aims at evaluating
if team members improve the understanding of the agile practice and
their roles during the agile practice implementation. The latter aims at
evaluating if the suggestions of our framework are correct and if it can help
the practitioners to successfully adopt the agile practice and eventually
achieve their goals;

• Our framework has not been designed for practice adoption in the context
of scaled agile methods adoption (like the Scaled Agile Framework (SAFe)
[95] for example). Even though our tool contains information about how
to adopt agile practices within the context of large and distributed teams,
scaled agile methods do use a completely different approach including a
heavy and complex hierarchy. We could however extend our framework
to deal with such methods. To achieve that, we first need to extract the
important concepts and relationships architecting scaled agile frameworks.
Based on these, we need to identify the necessary extra steps for our
framework to fit with scalable agility. For instance, at the tactical level,
we need to propose how to build a strategic plan that covers the goals in
different layers, how to align these goals, and what are the right practices
to achieve them. At the operational level, we need to address how to
manage multiple teams to work in parallel on the parts of the same project,
how to align schedules and avoid conflicts, how to integrate the results,
etc;

• This framework is dedicated mostly to the pre-adoption stage of agile
methods adoption. 4 among 5 steps of our methodology focus on how to
prepare a team prior to agile practice adoption where one last part focuses
on the implementation. To make the framework complete, we need to
also include the post-adoption and evaluation process to further check the
adoption success and measure the agile maturity level of the team.
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Appendix B

Ontology Model Validation: Survey Re-
sults

Following tables present the complete results of the four survey questions with
the same data structure to Table 7.2.

Concern Never Rare Sometimes Often Always Median
C1 2 3 7 3 8 3
C2 5 5 8 3 2 3
C3 5 6 9 2 1 3
C4 4 2 4 10 3 4
C5 2 5 4 6 6 4
C6 3 2 6 4 8 4
C7 4 1 5 5 8 4
C8 4 4 5 6 4 3
C9 4 3 7 6 3 3
C10 5 4 3 8 3 4
C11 6 5 4 3 5 3
C12 4 5 7 3 4 3
C13 1 4 7 6 5 3
C14 2 5 4 7 5 4
C15 6 5 5 5 2 3

Table B.1 Results of Question 1.1. Consider your own experience with agile,
how often do you need the information related to each concern before you start
adopting each agile practice?
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Concern Irrelevant Useful Important Necessary Median
C1 1 4 8 10 3
C2 3 10 4 6 2
C3 3 12 1 7 2
C4 3 3 9 8 3
C5 1 7 7 8 3
C6 2 5 11 5 3
C7 2 7 8 6 3
C8 2 7 8 6 3
C9 2 7 8 6 3
C10 2 8 8 5 3
C11 4 6 7 6 3
C12 2 7 6 7 3
C13 2 8 6 8 3
C14 2 9 2 10 3
C15 2 12 4 5 2

Table B.2 Results of Question 1.2. How would you rate the relevancy level of
each concern to the agile practice adoption?

Concern S Disagree Disagree Sw Agree Agree S Agree Median
C1 2 1 8 10 2 4
C2 0 3 9 9 2 3
C3 1 3 9 9 1 3
C4 0 2 7 12 2 4
C5 0 2 8 9 4 4
C6 1 1 11 8 2 3
C7 1 1 12 7 2 3
C8 1 1 9 9 3 4
C9 1 1 9 10 2 4
C10 0 2 8 9 4 4
C11 0 2 8 10 3 4
C12 0 1 9 10 3 4
C13 2 3 8 7 3 3
C14 1 4 7 9 2 3
C15 0 4 9 6 4 3

Table B.3 Results of Question 2.1. To what extent do you agree that information
provided by the tool related to each concern is correct?
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Concern S Disagree Disagree Sw Agree Agree S Agree Median
C1 2 3 10 7 1 3
C2 1 2 9 8 3 3
C3 1 3 11 7 1 3
C4 1 1 11 9 1 3
C5 1 2 12 6 2 3
C6 1 2 10 9 1 3
C7 1 2 10 9 1 3
C8 1 2 10 9 1 3
C9 1 2 10 10 0 3
C10 1 2 7 10 3 4
C11 1 1 9 9 3 4
C12 1 1 10 9 2 3
C13 2 6 8 7 0 3
C14 3 4 7 9 0 3
C15 1 3 10 7 2 3

Table B.4 Results of Question 2.2.To what extent do you agree that the amount
of information, provided by the tool, related to each concern is good enough to
satisfy your needs?
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Q4.2 Q4.3 Q4.4
P1 (1) Agile ways of

working require first
and foremost a change
in mindset and in
management culture.
(2) Focus more on
how to improve in-
dividual mindset, be-
haviour, interaction
inside and outside of
the team

P2 Take into account the
external parameters
which are influencing
the team behaviour

Take a bit of distance
from the agile mani-
festo, which is a bit
outdated.

Congrats. Huge job. I
see the potential, pro-
viding that the under-
lying cause/effect cor-
relations are taken to
the next level.

P3 (1)Relationships and
trust between people
(2) Context is Key (3)
Support of Leadership
influences adoption
(4) Change of habit
that requires adapted
mindset and mindset
is non-observable,
only behaviours.

Keep on experiment-
ing ! Congrats for
the efforts already
achieved.
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P4 It’s not up to a tool
to let me decide what
practice is suitable to
my team. The idea
of agile is to check
with the team how
THEY would like to
improve. What’s the
next step THEY are
ready to experiment
with.my primary con-
cern with the tool is
that I can’t see how
this tool fosters team
experimentation in a
safe way.

Thanks for your
time... I’d encourage
you to spend a few
weeks with teams
working on an agile
journey to get a
feeling of their real
needs. I’m not sure
this tool is the right
answer to the biggest
issue they face during
agile adoption

P5 It might be a ben-
efit for the tool to
propose other kinds
of views (hyperlinked,
multi-concepts tables,
...) in order not
to constraint the user
in "one" unique mode
for gathering informa-
tion.

P6 As a researcher or a
developer, we are not
in charge of adopting
a practice. So all
the concerns are some-
how irrelevant to us.
What is important to
us is why we need to
practice it and what
are the activities we
should follow.

Table B.5 Result of Question.4

189





Appendix C

Supporting Tool
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Supporting Tool

Fig. C.1 Welcome page

Fig. C.2 The goal a team can achieve by adopting an agile practice
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Fig. C.3 The agile value a team can achieve by adopting a practice

Fig. C.4 The agile principle a team can achieve by adopting a practice
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Supporting Tool

Fig. C.5 The activity a team should perform as part of a practice

Fig. C.6 The problem a team may encounter while adopting a practice
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Fig. C.7 The situation of the team or the activity that they perform which is
bad for adopting a practice

Fig. C.8 The situation of the team or the activity that they perform which is
good for adopting a practice
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Supporting Tool

Fig. C.9 The artifact required for adopting a practice

Fig. C.10 The role required for adopting a practice
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Fig. C.11 The requisites a team should prepare in order to successfully adopt a
practice

Fig. C.12 The cause of the problem team may encounter
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Supporting Tool

Fig. C.13 The solution a team may use to solve the problem

Fig. C.14 The general knowledge based on experiences related to agile practice
a team should learn
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Fig. C.15 Input page 1- For selecting agile values and principles

Fig. C.16 Input page 2 - For describing team’s situations
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Supporting Tool

Fig. C.17 The situation of the team or the activity that they perform which is
bad for adopting a practice based on inputs
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Appendix D

Socio-intentional diagrams for agile meth-
ods tailoring
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Fig. D.1 Relationship between Short Iteration and the requisites for their success
and team’s situation visualized in iStar 2.0
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Socio-intentional diagrams for agile methods tailoring
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Fig. D.2 Activities of Short iteration visualized in Star 2.0
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Fig. D.3 Cause, Problems in Short iteration and Solution visualized in iStar 2.0
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